**Apify Platform**

Apify is a [platform](https://apify.com/) built to serve large-scale and high-performance web scraping and automation needs. It provides easy access to [compute instances (Actors)](https://docs.apify.com/sdk/js/docs/guides/apify-platform#what-is-an-actor), convenient [request](https://docs.apify.com/sdk/js/docs/guides/request-storage) and [result](https://docs.apify.com/sdk/js/docs/guides/result-storage) storages, [proxies](https://docs.apify.com/sdk/js/docs/guides/proxy-management), [scheduling](https://docs.apify.com/scheduler), [webhooks](https://docs.apify.com/webhooks) and [more](https://docs.apify.com/), accessible through a [web interface](https://console.apify.com/) or an [API](https://docs.apify.com/api).

While we think that the Apify platform is super cool, and it's definitely worth signing up for a [free account](https://console.apify.com/sign-up), **Crawlee is and will always be open source**, runnable locally or on any cloud infrastructure.

**note**

We do not test Crawlee in other cloud environments such as Lambda or on specific architectures such as Raspberry PI. We strive to make it work, but there are no guarantees.

**Logging into Apify platform from Crawlee[​](https://docs.apify.com/sdk/js/docs/guides/apify-platform" \l "logging-into-apify-platform-from-crawlee" \o "Direct link to heading)**

To access your [Apify account](https://console.apify.com/sign-up" \t "_blank) from Crawlee, you must provide credentials - your [API token](https://console.apify.com/account?tab=integrations). You can do that either by utilizing [Apify CLI](https://github.com/apify/apify-cli" \t "_blank) or with environment variables.

Once you provide credentials to your scraper, you will be able to use all the Apify platform features, such as calling actors, saving to cloud storages, using Apify proxies, setting up webhooks and so on.

**Log in with CLI**[**​**](https://docs.apify.com/sdk/js/docs/guides/apify-platform#log-in-with-cli)

Apify CLI allows you to log in to your Apify account on your computer. If you then run your scraper using the CLI, your credentials will automatically be added.

npm install -g apify-cli  
apify login -t YOUR\_API\_TOKEN

**Log in with environment variables**[**​**](https://docs.apify.com/sdk/js/docs/guides/apify-platform#log-in-with-environment-variables)

Alternatively, you can always provide credentials to your scraper by setting the [APIFY\_TOKEN](https://docs.apify.com/sdk/js/docs/guides/apify-platform#apify_token) environment variable to your API token.

There's also the [APIFY\_PROXY\_PASSWORD](https://docs.apify.com/sdk/js/docs/guides/apify-platform#apify_proxy_password) environment variable. Actor automatically infers that from your token, but it can be useful when you need to access proxies from a different account than your token represents.

**Log in with Configuration**[**​**](https://docs.apify.com/sdk/js/docs/guides/apify-platform#log-in-with-configuration)

Another option is to use the [Configuration](https://sdk.apify.com/api/apify/class/Configuration) instance and set your api token there.

import { Actor } from 'apify';  
  
const sdk = new Actor({ token: 'your\_api\_token' });

**What is an actor**[**​**](https://docs.apify.com/sdk/js/docs/guides/apify-platform#what-is-an-actor)

When you deploy your script to the Apify platform, it becomes an [actor](https://apify.com/actors). An actor is a serverless microservice that accepts an input and produces an output. It can run for a few seconds, hours or even infinitely. An actor can perform anything from a simple action such as filling out a web form or sending an email, to complex operations such as crawling an entire website and removing duplicates from a large dataset.

Actors can be shared in the [Apify Store](https://apify.com/store" \t "_blank) so that other people can use them. But don't worry, if you share your actor in the store and somebody uses it, it runs under their account, not yours.

**Related links**

* [Store of existing actors](https://apify.com/store)
* [Documentation](https://docs.apify.com/actors)
* [View actors in Apify Console](https://console.apify.com/actors)
* [API reference](https://apify.com/docs/api/v2#/reference/actors)

**Running an actor locally**[**​**](https://docs.apify.com/sdk/js/docs/guides/apify-platform#running-an-actor-locally)

First let's create a boilerplate of the new actor. You could use Apify CLI and just run:

apify create my-hello-world

The CLI will prompt you to select a project boilerplate template - let's pick "Hello world". The tool will create a directory called my-hello-world with a Node.js project files. You can run the actor as follows:

cd my-hello-world  
apify run

**Running Crawlee code as an actor**[**​**](https://docs.apify.com/sdk/js/docs/guides/apify-platform#running-crawlee-code-as-an-actor)

For running Crawlee code as an actor on [Apify platform](https://apify.com/actors" \t "_blank) you should either:

* use a combination of [Actor.init()](https://sdk.apify.com/api/apify/class/Actor" \l "init" \t "_blank) and [Actor.exit()](https://sdk.apify.com/api/apify/class/Actor" \l "exit" \t "_blank) functions;
* or wrap it into [Actor.main()](https://sdk.apify.com/api/apify/class/Actor" \l "main" \t "_blank) function.

**NOTE**

* Adding [Actor.init()](https://sdk.apify.com/api/apify/class/Actor" \l "init" \t "_blank) and [Actor.exit()](https://sdk.apify.com/api/apify/class/Actor" \l "exit" \t "_blank) to your code are the only two important things needed to run it on Apify platform as an actor. Actor.init() is needed to initialize your actor (e.g. to set the correct storage implementation), while without Actor.exit() the process will simply never stop.
* [Actor.main()](https://sdk.apify.com/api/apify/class/Actor#main) is an alternative to Actor.init() and Actor.exit() as it calls both behind the scenes.

Let's look at the CheerioCrawler example from the [Quick Start](https://crawlee.dev/docs/quick-start) guide:

* **Using Actor.main()**
* **Using Actor.init() and Actor.exit()**

import { Actor } from 'apify';  
import { CheerioCrawler } from 'crawlee';  
  
await Actor.main(async () => {  
 const crawler = new CheerioCrawler({  
 async requestHandler({ request, $, enqueueLinks }) {  
 const { url } = request;  
  
 *// Extract HTML title of the page.*  
 const title = $('title').text();  
 console.log(`Title of ${url}: ${title}`);  
  
 *// Add URLs that match the provided pattern.*  
 await enqueueLinks({  
 globs: ['https://www.iana.org/\*'],  
 });  
  
 *// Save extracted data to dataset.*  
 await Actor.pushData({ url, title });  
 },  
 });  
  
 *// Enqueue the initial request and run the crawler*  
 await crawler.run(['https://www.iana.org/']);  
});

Note that you could also run your actor (that is using Crawlee) locally with Apify CLI. You could start it via the following command in your project folder:

apify run

**Deploying an actor to Apify platform**[**​**](https://docs.apify.com/sdk/js/docs/guides/apify-platform#deploying-an-actor-to-apify-platform)

Now (assuming you are already logged in to your Apify account) you can easily deploy your code to the Apify platform by running:

apify push

Your script will be uploaded to and built on the Apify platform so that it can be run there. For more information, view the [Apify Actor](https://docs.apify.com/cli" \t "_self) documentation.

**Usage on Apify platform**[**​**](https://docs.apify.com/sdk/js/docs/guides/apify-platform#usage-on-apify-platform)

You can also develop your actor in an online code editor directly on the platform (you'll need an Apify Account). Let's go to the [Actors](https://console.apify.com/actors) page in the app, click *Create new* and then go to the *Source* tab and start writing the code or paste one of the examples from the [Examples](https://docs.apify.com/sdk/js/docs/examples) section.

**Storages**[**​**](https://docs.apify.com/sdk/js/docs/guides/apify-platform#storages)

There are several things worth mentioning here.

**Helper functions for default Key-Value Store and Dataset**[**​**](https://docs.apify.com/sdk/js/docs/guides/apify-platform#helper-functions-for-default-key-value-store-and-dataset)

To simplify access to the *default* storages, instead of using the helper functions of respective storage classes, you could use:

* [Actor.setValue()](https://sdk.apify.com/api/apify/class/Actor#setValue), [Actor.getValue()](https://sdk.apify.com/api/apify/class/Actor#getValue), [Actor.getInput()](https://sdk.apify.com/api/apify/class/Actor#getInput) for Key-Value Store
* [Actor.pushData()](https://sdk.apify.com/api/apify/class/Actor#pushData) for Dataset

**Using platform storage in a local actor**[**​**](https://docs.apify.com/sdk/js/docs/guides/apify-platform#using-platform-storage-in-a-local-actor)

When you plan to use the platform storage while developing and running your actor locally, you should use [Actor.openKeyValueStore()](https://sdk.apify.com/api/apify/class/Actor#openKeyValueStore), [Actor.openDataset()](https://sdk.apify.com/api/apify/class/Actor#openDataset) and [Actor.openRequestQueue()](https://sdk.apify.com/api/apify/class/Actor#openRequestQueue) to open the respective storage.

Using each of these methods allows to pass the [OpenStorageOptions](https://sdk.apify.com/api/apify/interface/OpenStorageOptions" \t "_blank) as a second argument, which has only one optional property: [forceCloud](https://sdk.apify.com/api/apify/interface/OpenStorageOptions" \l "forceCloud" \t "_blank). If set to true - cloud storage will be used instead of the folder on the local disk.

**note**

If you don't plan to force usage of the platform storages when running the actor locally, there is no need to use the [Actor](https://sdk.apify.com/api/apify/class/Actor) class for it. The Crawlee variants [KeyValueStore.open()](https://docs.apify.com/sdk/js/reference/class/KeyValueStore#open), [Dataset.open()](https://docs.apify.com/sdk/js/reference/class/Dataset#open) and [RequestQueue.open()](https://docs.apify.com/sdk/js/reference/class/RequestQueue#open) will work the same.

**Getting public url of an item in the platform storage**[**​**](https://docs.apify.com/sdk/js/docs/guides/apify-platform#getting-public-url-of-an-item-in-the-platform-storage)

If you need to share a link to some file stored in a Key-Value Store on Apify Platform, you can use [getPublicUrl()](https://sdk.apify.com/api/apify/class/KeyValueStore" \l "getPublicUrl" \t "_blank) method. It accepts only one parameter: key - the key of the item you want to share.

import { KeyValueStore } from 'apify';  
  
const store = await KeyValueStore.open();  
await store.setValue('your-file', { foo: 'bar' });  
const url = store.getPublicUrl('your-file');  
*// https://api.apify.com/v2/key-value-stores/<your-store-id>/records/your-file*

**Exporting dataset data**[**​**](https://docs.apify.com/sdk/js/docs/guides/apify-platform#exporting-dataset-data)

When the [Dataset](https://docs.apify.com/sdk/js/reference/class/Dataset) is stored on the [Apify platform](https://apify.com/actors" \t "_blank), you can export its data to the following formats: HTML, JSON, CSV, Excel, XML and RSS. The datasets are displayed on the actor run details page and in the [Storage](https://console.apify.com/storage) section in the Apify Console. The actual data is exported using the [Get dataset items](https://apify.com/docs/api/v2#/reference/datasets/item-collection/get-items) Apify API endpoint. This way you can easily share the crawling results.

**Related links**

* [Apify platform storage documentation](https://docs.apify.com/storage)
* [View storage in Apify Console](https://console.apify.com/storage)
* [Key-value stores API reference](https://apify.com/docs/api/v2#/reference/key-value-stores)
* [Datasets API reference](https://docs.apify.com/api/v2#/reference/datasets)
* [Request queues API reference](https://docs.apify.com/api/v2#/reference/request-queues)

**Environment variables**[**​**](https://docs.apify.com/sdk/js/docs/guides/apify-platform#environment-variables)

The following are some additional environment variables specific to Apify platform. More Crawlee specific environment variables could be found in the [Environment Variables](https://crawlee.dev/docs/guides/configuration#environment-variables) guide.

**note**

It's important to notice that CRAWLEE\_ environment variables don't need to be replaced with equivalent APIFY\_ ones. Likewise, Crawlee understands APIFY\_ environment variables after calling Actor.init() or when using Actor.main().

**APIFY\_TOKEN**[**​**](https://docs.apify.com/sdk/js/docs/guides/apify-platform#apify_token)

The API token for your Apify account. It is used to access the Apify API, e.g. to access cloud storage or to run an actor on the Apify platform. You can find your API token on the [Account Settings / Integrations](https://console.apify.com/account?tab=integrations) page.

**Combinations of APIFY\_TOKEN and CRAWLEE\_STORAGE\_DIR**[**​**](https://docs.apify.com/sdk/js/docs/guides/apify-platform#combinations-of-apify_token-and-crawlee_storage_dir)

CRAWLEE\_STORAGE\_DIR env variable description could be found in [Environment Variables](https://crawlee.dev/docs/guides/configuration#crawlee_storage_dir) guide.

By combining the env vars in various ways, you can greatly influence the actor's behavior.

| **Env Vars** | **API** | **Storages** |
| --- | --- | --- |
| none OR CRAWLEE\_STORAGE\_DIR | no | local |
| APIFY\_TOKEN | yes | Apify platform |
| APIFY\_TOKEN AND CRAWLEE\_STORAGE\_DIR | yes | local + platform |

When using both APIFY\_TOKEN and CRAWLEE\_STORAGE\_DIR, you can use all the Apify platform features and your data will be stored locally by default. If you want to access platform storages, you can use the { forceCloud: true } option in their respective functions.

import { Actor } from 'apify';  
import { Dataset } from 'crawlee';  
  
*// or Dataset.open('my-local-data')*  
const localDataset = await Actor.openDataset('my-local-data');  
*// but here we need the `Actor` class*  
const remoteDataset = await Actor.openDataset('my-dataset', { forceCloud: true });

**APIFY\_PROXY\_PASSWORD**[**​**](https://docs.apify.com/sdk/js/docs/guides/apify-platform#apify_proxy_password)

Optional password to [Apify Proxy](https://docs.apify.com/proxy" \t "_self) for IP address rotation. Assuming Apify Account was already created, you can find the password on the [Proxy page](https://console.apify.com/proxy) in the Apify Console. The password is automatically inferred using the APIFY\_TOKEN env var, so in most cases, you don't need to touch it. You should use it when, for some reason, you need access to Apify Proxy, but not access to Apify API, or when you need access to proxy from a different account than your token represents.

**Proxy management**[**​**](https://docs.apify.com/sdk/js/docs/guides/apify-platform#proxy-management)

In addition to your own proxy servers and proxy servers acquired from third-party providers used together with Crawlee, you can also rely on [Apify Proxy](https://apify.com/proxy" \t "_blank) for your scraping needs.

**Apify Proxy**[**​**](https://docs.apify.com/sdk/js/docs/guides/apify-platform#apify-proxy)

If you are already subscribed to Apify Proxy, you can start using them immediately in only a few lines of code (for local usage you first should be [logged in](https://docs.apify.com/sdk/js/docs/guides/apify-platform#logging-into-apify-platform-from-crawlee) to your Apify account.

import { Actor } from 'apify';  
  
const proxyConfiguration = await Actor.createProxyConfiguration();  
const proxyUrl = await proxyConfiguration.newUrl();

Note that unlike using your own proxies in Crawlee, you shouldn't use the constructor to create [ProxyConfiguration](https://docs.apify.com/sdk/js/reference/class/ProxyConfiguration) instance. For using Apify Proxy you should create an instance using the [Actor.createProxyConfiguration()](https://sdk.apify.com/api/apify/class/Actor" \l "createProxyConfiguration" \t "_blank) function instead.

**Apify Proxy Configuration**[**​**](https://docs.apify.com/sdk/js/docs/guides/apify-platform#apify-proxy-configuration)

With Apify Proxy, you can select specific proxy groups to use, or countries to connect from. This allows you to get better proxy performance after some initial research.

import { Actor } from 'apify';  
  
const proxyConfiguration = await Actor.createProxyConfiguration({  
 groups: ['RESIDENTIAL'],  
 countryCode: 'US',  
});  
const proxyUrl = await proxyConfiguration.newUrl();

Now your crawlers will use only Residential proxies from the US. Note that you must first get access to a proxy group before you are able to use it. You can check proxy groups available to you in the [proxy dashboard](https://console.apify.com/proxy).

**Apify Proxy vs. Own proxies**[**​**](https://docs.apify.com/sdk/js/docs/guides/apify-platform#apify-proxy-vs-own-proxies)

The ProxyConfiguration class covers both Apify Proxy and custom proxy URLs so that you can easily switch between proxy providers. However, some features of the class are available only to Apify Proxy users, mainly because Apify Proxy is what one would call a super-proxy. It's not a single proxy server, but an API endpoint that allows connection through millions of different IP addresses. So the class essentially has two modes: Apify Proxy or Own (third party) proxy.

The difference is easy to remember.

* If you're using your own proxies - you should create an instance with the ProxyConfiguration [constructor](https://docs.apify.com/sdk/js/reference/class/ProxyConfiguration#constructor) function based on the provided [ProxyConfigurationOptions](https://docs.apify.com/sdk/js/reference/interface/ProxyConfigurationOptions).
* If you are planning to use Apify Proxy - you should create an instance using the [Actor.createProxyConfiguration()](https://sdk.apify.com/api/apify/class/Actor#createProxyConfiguration) function. [ProxyConfigurationOptions.proxyUrls](https://docs.apify.com/sdk/js/reference/interface/ProxyConfigurationOptions#proxyUrls) and [ProxyConfigurationOptions.newUrlFunction](https://docs.apify.com/sdk/js/reference/interface/ProxyConfigurationOptions#newUrlFunction) enable use of your custom proxy URLs, whereas all the other options are there to configure Apify Proxy.

**equest Storage**

The Apify SDK has several request storage types that are useful for specific tasks. The requests are stored either on local disk to a directory defined by the APIFY\_LOCAL\_STORAGE\_DIR environment variable, or on the [Apify platform](https://docs.apify.com/sdk/js/docs/guides/apify-platform) under the user account identified by the API token defined by the APIFY\_TOKEN environment variable. If neither of these variables is defined, by default Apify SDK sets APIFY\_LOCAL\_STORAGE\_DIR to ./storage in the current working directory and prints a warning.

Typically, you will be developing the code on your local computer and thus set the APIFY\_LOCAL\_STORAGE\_DIR environment variable. Once the code is ready, you will deploy it to the Apify platform, where it will automatically set the APIFY\_TOKEN environment variable and thus use cloud storage. No code changes are needed.

**Request queue**[**​**](https://docs.apify.com/sdk/js/docs/guides/request-storage#request-queue)

The request queue is a storage of URLs to crawl. The queue is used for the deep crawling of websites, where you start with several URLs and then recursively follow links to other pages. The data structure supports both breadth-first and depth-first crawling orders.

Each actor run is associated with a **default request queue**, which is created exclusively for the actor run. Typically, it is used to store URLs to crawl in the specific actor run. Its usage is optional.

In Apify SDK, the request queue is represented by the [RequestQueue](https://docs.apify.com/sdk/js/reference/class/RequestQueue) class.

In local configuration, the request queue is emulated by [@apify/storage-local](https://github.com/apify/apify-storage-local-js) NPM package and its data is stored in SQLite database in the directory specified by the APIFY\_LOCAL\_STORAGE\_DIR environment variable as follows:

{APIFY\_LOCAL\_STORAGE\_DIR}/request\_queues/{QUEUE\_ID}/db.sqlite

Note that {QUEUE\_ID} is the name or ID of the request queue. The default queue has ID default, unless you override it by setting the APIFY\_DEFAULT\_REQUEST\_QUEUE\_ID environment variable.

The following code demonstrates basic operations of the request queue:

*// Open the default request queue associated with the actor run*  
const requestQueue = await RequestQueue.open();  
*// Enqueue the initial request*  
await requestQueue.addRequest({ url: 'https://example.com' });  
  
*// The crawler will automatically process requests from the queue*  
const crawler = new CheerioCrawler({  
 requestQueue,  
 handlePageFunction: async ({ $, request }) => {  
 *// Add new request to the queue*  
 await requestQueue.addRequest({ url: 'https://example.com/new-page' });  
 *// Add links found on page to the queue*  
 await Actor.utils.enqueueLinks({ $, requestQueue });  
 },  
});

To see more detailed example of how to use the request queue with a crawler, see the [Puppeteer Crawler](https://docs.apify.com/sdk/js/docs/examples/puppeteer-crawler) example.

**Request list**[**​**](https://docs.apify.com/sdk/js/docs/guides/request-storage#request-list)

The request list is not a storage per se - it represents the list of URLs to crawl that is stored in a run memory (or optionally in default [Key-Value Store](https://docs.apify.com/sdk/js/docs/guides/result-storage#key-value-store) associated with the run, if specified). The list is used for the crawling of a large number of URLs, when you know all the URLs which should be visited by the crawler and no URLs would be added during the run. The URLs can be provided either in code or parsed from a text file hosted on the web.

Request list is created exclusively for the actor run and only if its usage is explicitly specified in the code. Its usage is optional.

In Apify SDK, the request list is represented by the [RequestList](https://crawlee.dev/api/core/class/RequestList" \t "_blank) class.

The following code demonstrates basic operations of the request list:

*// Prepare the sources array with URLs to visit*  
const sources = [  
 { url: 'http://www.example.com/page-1' },  
 { url: 'http://www.example.com/page-2' },  
 { url: 'http://www.example.com/page-3' },  
];  
*// Open the request list.*  
*// List name is used to persist the sources and the list state in the key-value store*  
const requestList = await RequestList.open('my-list', sources);  
  
*// The crawler will automatically process requests from the list*  
const crawler = new PuppeteerCrawler({  
 requestList,  
 handlePageFunction: async ({ page, request }) => {  
 *// Process the page (extract data, take page screenshot, etc).*  
 *// No more requests could be added to the request list here*  
 },  
});

To see more detailed example of how to use the request list with a crawler, see the [Puppeteer with proxy](https://docs.apify.com/sdk/js/docs/examples/puppeteer-with-proxy) example.

**Which one to choose?**[**​**](https://docs.apify.com/sdk/js/docs/guides/request-storage#which-one-to-choose)

When using Request queue - you would normally have several start URLs (e.g. category pages on e-commerce website) and then recursively add more (e.g. individual item pages) programmatically to the queue, it supports dynamic adding and removing of requests. No more URLs can be added to Request list after its initialization as it is immutable, URLs cannot be removed from the list either.

On the other hand, the Request queue is not optimized for adding or removing numerous URLs in a batch. This is technically possible, but requests are added one by one to the queue, and thus it would take significant time with a larger number of requests. Request list however can contain even millions of URLs, and it would take significantly less time to add them to the list, compared to the queue.

Note that Request queue and Request list can be used together by the same crawler. In such cases, each request from the Request list is enqueued into the Request queue first (to the foremost position in the queue, even if Request queue is not empty) and then consumed from the latter. This is necessary to avoid the same URL being processed more than once (from the list first and then possibly from the queue). In practical terms, such a combination can be useful when there are numerous initial URLs, but more URLs would be added dynamically by the crawler.

The following code demonstrates how to use Request queue and Request list in the same crawler:

*// Prepare the sources array with URLs to visit (it can contain millions of URLs)*  
const sources = [  
 { url: 'http://www.example.com/page-1' },  
 { url: 'http://www.example.com/page-2' },  
 { url: 'http://www.example.com/page-3' },  
];  
*// Open the request list*  
const requestList = await RequestList.open('my-list', sources);  
  
*// Open the default request queue. It's not necessary to add any requests to the queue*  
const requestQueue = await RequestQueue.open();  
  
*// The crawler will automatically process requests from the list and the queue*  
const crawler = new PuppeteerCrawler({  
 requestList,  
 requestQueue,  
 *// Each request from the request list is enqueued to the request queue one by one.*  
 *// At this point request with the same URL would exist in the list and the queue*  
 handlePageFunction: async ({ request, page }) => {  
 *// Add new request to the queue*  
 await requestQueue.addRequest({ url: 'http://www.example.com/new-page' });  
  
 *// Add links found on page to the queue*  
 await Actor.utils.enqueueLinks({ page, requestQueue });  
  
 *// The requests above would be added to the queue (but not to the list)*  
 *// and would be processed after the request list is empty.*  
 *// No more requests could be added to the list here*  
 },  
});

**Result Storage**

The Apify SDK has several result storage types that are useful for specific tasks. The data is stored either on local disk to a directory defined by the APIFY\_LOCAL\_STORAGE\_DIR environment variable, or on the [Apify platform](https://docs.apify.com/sdk/js/docs/guides/apify-platform) under the user account identified by the API token defined by the APIFY\_TOKEN environment variable. If neither of these variables is defined, by default Apify SDK sets APIFY\_LOCAL\_STORAGE\_DIR to ./storage in the current working directory and prints a warning.

Typically, you will be developing the code on your local computer and thus set the APIFY\_LOCAL\_STORAGE\_DIR environment variable. Once the code is ready, you will deploy it to the Apify platform, where it will automatically set the APIFY\_TOKEN environment variable and thus use cloud storage. No code changes are needed.

**Key-value store**[**​**](https://docs.apify.com/sdk/js/docs/guides/result-storage#key-value-store)

The key-value store is used for saving and reading data records or files. Each data record is represented by a unique key and associated with a MIME content type. Key-value stores are ideal for saving screenshots of web pages, PDFs or to persist the state of crawlers.

Each actor run is associated with a **default key-value store**, which is created exclusively for the actor run. By convention, the actor run input and output is stored in the default key-value store under the INPUT and OUTPUT key, respectively. Typically the input and output is a JSON file, although it can be any other format.

In the Apify SDK, the key-value store is represented by the [KeyValueStore](https://docs.apify.com/sdk/js/reference/class/KeyValueStore) class. In order to simplify access to the default key-value store, the SDK also provides [Actor.getValue()](https://docs.apify.com/sdk/js/reference/class/Actor" \l "getValue) and [Actor.setValue()](https://docs.apify.com/sdk/js/reference/class/Actor" \l "setValue) functions.

In local configuration, the data is stored in the directory specified by the APIFY\_LOCAL\_STORAGE\_DIR environment variable as follows:

{APIFY\_LOCAL\_STORAGE\_DIR}/key\_value\_stores/{STORE\_ID}/{KEY}.{EXT}

Note that {STORE\_ID} is the name or ID of the key-value store. The default key value store has ID default, unless you override it by setting the APIFY\_DEFAULT\_KEY\_VALUE\_STORE\_ID environment variable. The {KEY} is the key of the record and {EXT} corresponds to the MIME content type of the data value.

The following code demonstrates basic operations of key-value stores:

*// Get actor input from the default key-value store*  
const input = await Actor.getInput();  
  
*// Write actor output to the default key-value store.*  
await Actor.setValue('OUTPUT', { myResult: 123 });  
  
*// Open a named key-value store*  
const store = await Actor.openKeyValueStore('some-name');  
  
*// Write record. JavaScript object is automatically converted to JSON,*  
*// strings and binary buffers are stored as they are*  
await store.setValue('some-key', { foo: 'bar' });  
  
*// Read record. Note that JSON is automatically parsed to a JavaScript object,*  
*// text data returned as a string and other data is returned as binary buffer*  
const value = await store.getValue('some-key');  
  
*// Delete record*  
await store.setValue('some-key', null);

To see a real-world example of how to get the input from the key-value store, see the [Screenshots](https://docs.apify.com/sdk/js/docs/examples/capture-screenshot) example.

**Dataset**[**​**](https://docs.apify.com/sdk/js/docs/guides/result-storage#dataset)

Datasets are used to store structured data where each object stored has the same attributes, such as online store products or real estate offers. You can imagine a dataset as a table, where each object is a row and its attributes are columns. Dataset is an append-only storage - you can only add new records to it but you cannot modify or remove existing records.

When the dataset is stored on the [Apify platform](https://docs.apify.com/sdk/js/docs/guides/apify-platform), you can export its data to the following formats: HTML, JSON, CSV, Excel, XML and RSS. The datasets are displayed on the actor run details page and in the [Storage](https://console.apify.com/storage) section in the Apify Console. The actual data is exported using the [Get dataset items](https://apify.com/docs/api/v2#/reference/datasets/item-collection/get-items) Apify API endpoint. This way you can easily share crawling results.

Each actor run is associated with a **default dataset**, which is created exclusively for the actor run. Typically, it is used to store crawling results specific for the actor run. Its usage is optional.

In the Apify SDK, the dataset is represented by the [Dataset](https://docs.apify.com/sdk/js/reference/class/Dataset) class. In order to simplify writes to the default dataset, the SDK also provides the [Actor.pushData()](https://docs.apify.com/sdk/js/reference/class/Actor" \l "pushData) function.

In local configuration, the data is stored in the directory specified by the APIFY\_LOCAL\_STORAGE\_DIR environment variable as follows:

{APIFY\_LOCAL\_STORAGE\_DIR}/datasets/{DATASET\_ID}/{INDEX}.json

Note that {DATASET\_ID} is the name or ID of the dataset. The default dataset has ID default, unless you override it by setting the APIFY\_DEFAULT\_DATASET\_ID environment variable. Each dataset item is stored as a separate JSON file, where {INDEX} is a zero-based index of the item in the dataset.

The following code demonstrates basic operations of the dataset:

*// Write a single row to the default dataset*  
await Actor.pushData({ col1: 123, col2: 'val2' });  
  
*// Open a named dataset*  
const dataset = await Actor.openDataset('some-name');  
  
*// Write a single row*  
await dataset.pushData({ foo: 'bar' });  
  
*// Write multiple rows*  
await dataset.pushData([{ foo: 'bar2', col2: 'val2' }, { col3: 123 }]);

**Proxy Management**

[IP address blocking](https://en.wikipedia.org/wiki/IP_address_blocking) is one of the oldest and most effective ways of preventing access to a website. It is therefore paramount for a good web scraping library to provide easy to use but powerful tools which can work around IP blocking. The most powerful weapon in your anti IP blocking arsenal is a [proxy server](https://en.wikipedia.org/wiki/Proxy_server).

With Apify SDK you can use your own proxy servers, proxy servers acquired from third-party providers, or you can rely on [Apify Proxy](https://apify.com/proxy" \t "_blank) for your scraping needs.

**Quick start**[**​**](https://docs.apify.com/sdk/js/docs/guides/proxy-management#quick-start)

If you already subscribed to Apify Proxy or have proxy URLs of your own, you can start using them immediately in only a few lines of code.

If you want to use Apify Proxy, make sure that your [scraper is logged in](https://docs.apify.com/sdk/js/docs/guides/apify-platform).

const proxyConfiguration = await Actor.createProxyConfiguration();  
const proxyUrl = proxyConfiguration.newUrl();

const proxyConfiguration = await Actor.createProxyConfiguration({  
 proxyUrls: [  
 'http://proxy-1.com',  
 'http://proxy-2.com',  
 ]  
});  
const proxyUrl = proxyConfiguration.newUrl();

**Proxy Configuration**[**​**](https://docs.apify.com/sdk/js/docs/guides/proxy-management#proxy-configuration)

All your proxy needs are managed by the [ProxyConfiguration](https://docs.apify.com/sdk/js/reference/class/ProxyConfiguration) class. You create an instance using the [Actor.createProxyConfiguration()](https://docs.apify.com/sdk/js/reference/class/Actor" \l "createProxyConfiguration) function. See the [ProxyConfigurationOptions](https://docs.apify.com/sdk/js/reference/interface/ProxyConfigurationOptions) for all the possible constructor options.

**Crawler integration**[**​**](https://docs.apify.com/sdk/js/docs/guides/proxy-management#crawler-integration)

ProxyConfiguration integrates seamlessly into [CheerioCrawler](https://crawlee.dev/api/cheerio-crawler/class/CheerioCrawler" \t "_blank) and [PuppeteerCrawler](https://crawlee.dev/api/puppeteer-crawler/class/PuppeteerCrawler" \t "_blank).

const proxyConfiguration = await Actor.createProxyConfiguration({ */\* your proxy opts \*/* });  
const crawler = new CheerioCrawler({  
 proxyConfiguration,  
 *// ...*  
});

const proxyConfiguration = await Actor.createProxyConfiguration({ */\* your proxy opts \*/* });  
const crawler = new PuppeteerCrawler({  
 proxyConfiguration,  
 *// ...*  
});

Your crawlers will now use the selected proxies for all connections.

**IP Rotation and session management**[**​**](https://docs.apify.com/sdk/js/docs/guides/proxy-management#ip-rotation-and-session-management)

[proxyConfiguration.newUrl()](https://docs.apify.com/sdk/js/reference/class/ProxyConfiguration#newUrl) allows you to pass a sessionId parameter. It will then be used to create a sessionId-proxyUrl pair, and subsequent newUrl() calls with the same sessionId will always return the same proxyUrl. This is extremely useful in scraping, because you want to create the impression of a real user. See the [session management guide](https://docs.apify.com/sdk/js/docs/guides/session-management) and [SessionPool](https://crawlee.dev/api/core/class/SessionPool" \t "_blank) class for more information on how keeping a real session helps you avoid blocking.

When no sessionId is provided, your proxy URLs are rotated round-robin, whereas Apify Proxy manages their rotation using black magic to get the best performance.

const proxyConfiguration = await Actor.createProxyConfiguration({ */\* opts \*/* });  
const sessionPool = await SessionPool.open({ */\* opts \*/* });  
const session = await sessionPool.getSession();  
const proxyUrl = proxyConfiguration.newUrl(session.id);

const proxyConfiguration = await Actor.createProxyConfiguration({ */\* opts \*/* });  
const crawler = new PuppeteerCrawler({  
 useSessionPool: true,  
 persistCookiesPerSession: true,  
 proxyConfiguration,  
 *// ...*  
});

**Apify Proxy vs. Your own proxies**[**​**](https://docs.apify.com/sdk/js/docs/guides/proxy-management#apify-proxy-vs-your-own-proxies)

The ProxyConfiguration class covers both Apify Proxy and custom proxy URLs so that you can easily switch between proxy providers, however, some features of the class are available only to Apify Proxy users, mainly because Apify Proxy is what one would call a super-proxy. It's not a single proxy server, but an API endpoint that allows connection through millions of different IP addresses. So the class essentially has two modes: Apify Proxy or Your proxy.

The difference is easy to remember. [ProxyConfigurationOptions.proxyUrls](https://docs.apify.com/sdk/js/reference/interface/ProxyConfigurationOptions#proxyUrls) and [ProxyConfigurationOptions.newUrlFunction](https://docs.apify.com/sdk/js/reference/interface/ProxyConfigurationOptions#newUrlFunction) enable use of your custom proxy URLs, whereas all the other options are there to configure Apify Proxy. Visit the [Apify Proxy docs](https://docs.apify.com/proxy" \t "_self) for more info on how these parameters work.

**Apify Proxy Configuration**[**​**](https://docs.apify.com/sdk/js/docs/guides/proxy-management#apify-proxy-configuration)

With Apify Proxy, you can select specific proxy groups to use, or countries to connect from. This allows you to get better proxy performance after some initial research.

const proxyConfiguration = await Actor.createProxyConfiguration({  
 groups: ['RESIDENTIAL'],  
 countryCode: 'US',  
});  
const proxyUrl = proxyConfiguration.newUrl();

Now your crawlers will use only Residential proxies from the US. Note that you must first get access to a proxy group before you are able to use it. You can find your available proxy groups in the [proxy dashboard](https://console.apify.com/proxy).

**Inspecting current proxy in Crawlers**[**​**](https://docs.apify.com/sdk/js/docs/guides/proxy-management#inspecting-current-proxy-in-crawlers)

CheerioCrawler and PuppeteerCrawler grant access to information about the currently used proxy in their handlePageFunction using a [proxyInfo](https://docs.apify.com/sdk/js/reference/interface/ProxyInfo) object. With the object, you can easily access the proxy URL. If you're using Apify Proxy, the other configuration parameters will also be available in the proxyInfo object.

**Session Management**

[SessionPool](https://crawlee.dev/api/core/class/SessionPool) is a class that allows you to handle the rotation of proxy IP addresses along with cookies and other custom settings in Apify SDK.

The main benefit of a Session pool is that you can filter out blocked or non-working proxies, so your actor does not retry requests over known blocked/non-working proxies. Another benefit of using SessionPool is that you can store information tied tightly to an IP address, such as cookies, auth tokens, and particular headers. Having your cookies and other identificators used only with a specific IP will reduce the chance of being blocked. Last but not least, another benefit is the even rotation of IP addresses - SessionPool picks the session randomly, which should prevent burning out a small pool of available IPs.

Now let's take a look at how to use a Session pool.

**Example usage in [PuppeteerCrawler](https://crawlee.dev/api/puppeteer-crawler/class/PuppeteerCrawler" \t "_blank)**

const proxyConfiguration = await Actor.createProxyConfiguration();  
  
const crawler = new PuppeteerCrawler({  
 requestQueue,  
 *// To use the proxy IP session rotation logic, you must turn the proxy usage on.*  
 proxyConfiguration,  
 *// Activates the Session pool.*  
 useSessionPool: true,  
 *// Overrides default Session pool configuration*  
 sessionPoolOptions: {  
 maxPoolSize: 100  
 },  
 *// Set to true if you want the crawler to save cookies per session,*  
 *// and set the cookies to page before navigation automatically.*  
 persistCookiesPerSession: true,  
 handlePageFunction: async ({ request, page, session }) => {  
 const title = await page.title();  
  
 if (title === "Blocked") {  
 session.retire()  
 } else if (title === "Not sure if blocked, might also be a connection error") {  
 session.markBad();  
 } else {  
 *// session.markGood() - this step is done automatically in puppeteer pool.*  
 }  
  
 }  
});

**Example usage in [CheerioCrawler](https://crawlee.dev/api/cheerio-crawler/class/CheerioCrawler" \t "_blank)**

const proxyConfiguration = await Actor.createProxyConfiguration();  
  
 const crawler = new CheerioCrawler({  
 requestQueue,  
 *// To use the proxy IP session rotation logic, you must turn the proxy usage on.*  
 proxyConfiguration,  
 *// Activates the Session pool.*  
 useSessionPool: true,  
 *// Overrides default Session pool configuration.*  
 sessionPoolOptions: {  
 maxPoolSize: 100  
 },  
 *// Set to true if you want the crawler to save cookies per session,*  
 *// and set the cookie header to request automatically...*  
 persistCookiesPerSession: true,  
 handlePageFunction: async ({request, $, session}) => {  
 const title = $("title");  
  
 if (title === "Blocked") {  
 session.retire()  
 } else if (title === "Not sure if blocked, might also be a connection error") {  
 session.markBad();  
 } else {  
 *// session.markGood() - this step is done automatically in BasicCrawler.*  
 }  
  
 }  
 });

**Example usage in [BasicCrawler](https://crawlee.dev/api/basic-crawler/class/BasicCrawler" \t "_blank)**

const { gotScraping } = require('got-scraping');  
 const proxyConfiguration = await Actor.createProxyConfiguration();  
  
 const crawler = new BasicCrawler({  
 requestQueue,  
 *// Allows access to proxyInfo object in handleRequestFunction*  
 proxyConfiguration,  
 useSessionPool: true,  
 sessionPoolOptions: {  
 maxPoolSize: 100  
 },  
 handleRequestFunction: async ({request, session, proxyInfo }) => {  
 *// To use the proxy IP session rotation logic, you must turn the proxy usage on.*  
 const proxyUrl = proxyInfo.url;  
 const requestOptions = {  
 url: request.url,  
 proxyUrl,  
 throwHttpErrors: false,  
 headers: {  
 *// If you want to use the cookieJar.*  
 *// This way you get the Cookie headers string from session.*  
 Cookie: session.getCookieString(),  
 }  
 };  
 let response;  
  
 try {  
 response = await gotScraping(requestOptions);  
 } catch (e) {  
 if (e === "SomeNetworkError") {  
 *// If a network error happens, such as timeout, socket hangup etc...*  
 *// There is usually a chance that it was just bad luck and the proxy works.*  
 *// No need to throw it away.*  
 session.markBad();  
 }  
 throw e;  
 }  
  
 *// Automatically retires the session based on response HTTP status code.*  
 session.retireOnBlockedStatusCodes(response.statusCode);  
  
 if (response.body.blocked) {  
 *// You are sure it is blocked.*  
 *// This will throw away the session.*  
 session.retire();  
  
 }  
  
 *// Everything is ok, you can get the data.*  
 *// No need to call session.markGood -> BasicCrawler calls it for you.*  
  
 *// If you want to use the CookieJar in session you need.*  
 session.setCookiesFromResponse(response);  
 }  
});

**Example solo usage**

Actor.main(async () => {  
 const sessionPoolOptions = {  
 maxPoolSize: 100  
 };  
 const sessionPool = await SessionPool.open(sessionPoolOptions);  
  
 *// Get session*  
 const session = sessionPool.getSession();  
  
 *// Increase the errorScore.*  
 session.markBad();  
  
 *// Throw away the session*  
 session.retire();  
  
 *// Lower the errorScore and marks the session good.*  
 session.markGood();  
});

These are the basics of configuring SessionPool. Please, bear in mind that a Session pool needs time to find working IPs and build up the pool, so you will probably see a lot of errors until it becomes stabilized.

**Pay-per-event Monetization**

Apify provides several [pricing models](https://docs.apify.com/platform/actors/publishing/monetize) for monetizing your Actors. The most recent and most flexible one is [pay-per-event](https://docs.apify.com/platform/actors/running/actors-in-store#pay-per-event), which lets you charge your users programmatically directly from your Actor. As the name suggests, you may charge the users each time a specific event occurs, for example a call to an external API or when you return a result.

To use the pay-per-event pricing model, you first need to [set it up](https://docs.apify.com/platform/actors/running/actors-in-store#pay-per-event) for your Actor in the Apify console. After that, you're free to start charging for events.

**Charging for events**[**​**](https://docs.apify.com/sdk/js/docs/guides/pay-per-event#charging-for-events)

After monetization is set in the Apify console, you can add [Actor.charge](https://docs.apify.com/sdk/js/reference/class/Actor" \l "charge) calls to your code and start monetizing!

import { Actor } from 'apify';  
  
await Actor.init();  
  
*// Charge for a single occurence of an event*  
await Actor.charge({ eventName: 'init' });  
  
*// Prepare some mock results*  
const result = [  
 { word: 'Lorem' },   
 { word: 'Ipsum' },   
 { word: 'Dolor' },   
 { word: 'Sit' },   
 { word: 'Amet' },  
];  
  
*// Shortcut for charging for each pushed dataset item*  
await Actor.pushData(result, 'result-item');  
  
*// Or you can charge for a given number of events manually*  
await Actor.charge({  
 eventName: 'result-item',  
 count: result.length,  
})  
  
await Actor.exit();

Then you just push your code to Apify and that's it! The SDK will even keep track of the max total charge setting for you, so you will not provide more value than what the user chose to pay for.

If you need finer control over charging, you can access call [Actor.getChargingManager()](https://docs.apify.com/sdk/js/reference/class/Actor" \l "getChargingManager) to access the [ChargingManager](https://docs.apify.com/sdk/js/reference/class/ChargingManager), which can provide more detailed information - for example how many events of each type can be charged before reaching the configured limit.

**Transitioning from a different pricing model**[**​**](https://docs.apify.com/sdk/js/docs/guides/pay-per-event#transitioning-from-a-different-pricing-model)

When you plan to start using the pay-per-event pricing model for an Actor that is already monetized with a different pricing model, your source code will need support both pricing models during the transition period enforced by the Apify platform. Arguably the most frequent case is the transition from the pay-per-result model which utilizes the ACTOR\_MAX\_PAID\_DATASET\_ITEMS environment variable to prevent returning unpaid dataset items. The following is an example how to handle such scenarios. The key part is the [ChargingManager.getPricingInfo](https://docs.apify.com/sdk/js/reference/class/ChargingManager" \l "getPricingInfo) method which returns information about the current pricing model.

import { Actor } from 'apify';  
  
await Actor.init();  
  
*// Check the dataset because there might already be items if the run migrated or was restarted*  
const defaultDataset = await Actor.openDataset();  
let chargedItems = (await defaultDataset.getInfo())!.itemCount;  
  
if (Actor.getChargingManager().getPricingInfo().isPayPerEvent) {  
 await Actor.pushData({ 'hello': 'world' }, 'dataset-item');  
} else {  
 if (chargedItems < Number(process.env['ACTOR\_MAX\_PAID\_DATASET\_ITEMS'])) {  
 await Actor.pushData({ 'hello': 'world' });  
 chargedItems += 1;  
 }  
}  
  
await Actor.exit();

**Local development**[**​**](https://docs.apify.com/sdk/js/docs/guides/pay-per-event#local-development)

It is encouraged to test your monetization code on your machine before releasing it to the public. To tell your Actor that it should work in pay-per-event mode, pass it the ACTOR\_TEST\_PAY\_PER\_EVENT environment variable:

ACTOR\_TEST\_PAY\_PER\_EVENT=true npm start

If you also wish to see a log of all the events charged throughout the run, you also need to pass the ACTOR\_USE\_CHARGING\_LOG\_DATASET environment variable. Your charging dataset will then be available under the charging\_log name (unless you change your storage settings, this dataset is stored in storage/datasets/charging\_log/). Please note that this log is not available when running the Actor in production on the Apify platform.

Because pricing configuration is stored by the Apify platform, all events will have a default price of $1

**Running in Docker**

Running headless browsers in Docker requires a lot of setup to do it right. But there's no need to worry about that, because we already created base images that you can freely use. We use them every day on the [Apify Platform](https://docs.apify.com/sdk/js/docs/guides/apify-platform).

All images can be found in their [GitHub repo](https://github.com/apify/apify-actor-docker) and in our [DockerHub](https://hub.docker.com/orgs/apify" \t "_blank).

**Overview**[**​**](https://docs.apify.com/sdk/js/docs/guides/docker-images#overview)

Browsers are pretty big, so we try to provide a wide variety of images to suit the specific needs. Here's a full list of our Docker images.

* [apify/actor-node](https://docs.apify.com/sdk/js/docs/guides/docker-images#actor-node)
* [apify/actor-node-puppeteer-chrome](https://docs.apify.com/sdk/js/docs/guides/docker-images#actor-node-puppeteer-chrome)
* [apify/actor-node-playwright](https://docs.apify.com/sdk/js/docs/guides/docker-images#actor-node-playwright)
* [apify/actor-node-playwright-chrome](https://docs.apify.com/sdk/js/docs/guides/docker-images#actor-node-playwright-chrome)
* [apify/actor-node-playwright-firefox](https://docs.apify.com/sdk/js/docs/guides/docker-images#actor-node-playwright-firefox)
* [apify/actor-node-playwright-webkit](https://docs.apify.com/sdk/js/docs/guides/docker-images#actor-node-playwright-webkit)

**Versioning**[**​**](https://docs.apify.com/sdk/js/docs/guides/docker-images#versioning)

Each image is tagged with up to 2 version tags, depending on the type of the image. One for Node.js version and second for pre-installed web automation library version. If you use the image name without a version tag, you'll always get the latest available version.

We recommend always using at least the Node.js version tag in production Dockerfiles. It will ensure that a future update of Node.js will not break our automations.

**Node.js versioning**[**​**](https://docs.apify.com/sdk/js/docs/guides/docker-images#nodejs-versioning)

Our images are built with multiple Node.js versions to ensure backwards compatibility. Currently, Node.js **versions 16 and 18 are supported** (legacy versions still exist, see DockerHub). To select the preferred version, use the appropriate number as the image tag.

*# Use Node.js 16*  
FROM apify/actor-node:16

**Automation library versioning**[**​**](https://docs.apify.com/sdk/js/docs/guides/docker-images#automation-library-versioning)

Images that include a pre-installed automation library, which means all images that include puppeteer or playwright in their name, are also tagged with the pre-installed version of the library. For example, apify/actor-node-puppeteer-chrome:16-13.7.0 comes with Node.js 16 and Puppeteer v13.7.0. If you try to install a different version of Puppeteer into this image, you may run into compatibility issues, because the Chromium version bundled with puppeteer will not match the version of Chromium that's pre-installed.

Similarly apify/actor-node-playwright-firefox:14-1.21.1 runs on Node.js 14 and is pre-installed with the Firefox version that comes with v1.21.1.

Installing apify/actor-node-puppeteer-chrome (without a tag) will install the latest available version of Node.js and puppeteer.

**Pre-release tags**[**​**](https://docs.apify.com/sdk/js/docs/guides/docker-images#pre-release-tags)

We also build pre-release versions of the images to test the changes we make. Those are typically denoted by a beta suffix, but it can vary depending on our needs. If you need to try a pre-release version, you can do it like this:

*# Without library version.*  
FROM apify/actor-node:16-beta

*# With library version.*  
FROM apify/actor-node-playwright-chrome:16-1.10.0-beta

**Best practices**[**​**](https://docs.apify.com/sdk/js/docs/guides/docker-images#best-practices)

* Node.js version tag should **always** be used.
* The automation library version tag should be used for **added security**.
* Asterisk \* should be used as the automation library version in our package.json files.

It makes sure the pre-installed version of Puppeteer or Playwright is not re-installed on build. This is important, because those libraries are only guaranteed to work with specific versions of browsers, and those browsers come pre-installed in the image.

FROM apify/actor-node-playwright-chrome:16

{  
 "dependencies": {  
 "crawlee": "^3.0.0",  
 "playwright": "\*"  
 }  
}

**Warning about image size**[**​**](https://docs.apify.com/sdk/js/docs/guides/docker-images#warning-about-image-size)

Browsers are huge. If you don't need them all in your image, it's better to use a smaller image with only the one browser you need.

You should also be careful when installing new dependencies. Nothing prevents you from installing Playwright into theactor-node-puppeteer-chrome image, but the resulting image will be about 3 times larger and extremely slow to download and build.

When you use only what you need, you'll be rewarded with reasonable build and start times.

**Apify Docker Images**[**​**](https://docs.apify.com/sdk/js/docs/guides/docker-images#apify-docker-images)

**actor-node**[**​**](https://docs.apify.com/sdk/js/docs/guides/docker-images#actor-node)

This is the smallest image we have based on Alpine Linux. It does not include any browsers, and it's therefore best used with [CheerioCrawler](https://crawlee.dev/api/cheerio-crawler/class/CheerioCrawler" \t "_blank). It benefits from lightning fast builds and container startups.

[PuppeteerCrawler](https://crawlee.dev/api/puppeteer-crawler/class/PuppeteerCrawler), [PlaywrightCrawler](https://crawlee.dev/api/playwright-crawler/class/PlaywrightCrawler" \t "_blank) and other browser based features will **NOT** work with this image.

FROM apify/actor-node:16

**actor-node-puppeteer-chrome**[**​**](https://docs.apify.com/sdk/js/docs/guides/docker-images#actor-node-puppeteer-chrome)

This image includes Puppeteer (Chromium) and the Chrome browser. It can be used with [CheerioCrawler](https://crawlee.dev/api/cheerio-crawler/class/CheerioCrawler" \t "_blank) and [PuppeteerCrawler](https://crawlee.dev/api/puppeteer-crawler/class/PuppeteerCrawler" \t "_blank), but **NOT** with [PlaywrightCrawler](https://crawlee.dev/api/playwright-crawler/class/PlaywrightCrawler" \t "_blank).

The image supports XVFB by default, so you can run both headless and headful browsers with it.

FROM apify/actor-node-puppeteer-chrome:16

**actor-node-playwright**[**​**](https://docs.apify.com/sdk/js/docs/guides/docker-images#actor-node-playwright)

A very large and slow image that can run all Playwright browsers: Chromium, Chrome, Firefox, WebKit. Everything is installed. If you need to develop or test with multiple browsers, this is the image to choose, but in most cases, it's better to use the specialized images below.

FROM apify/actor-node-playwright:16

**actor-node-playwright-chrome**[**​**](https://docs.apify.com/sdk/js/docs/guides/docker-images#actor-node-playwright-chrome)

Similar to [actor-node-puppeteer-chrome](https://docs.apify.com/sdk/js/docs/guides/docker-images#actor-node-puppeteer-chrome), but for Playwright. You can run [CheerioCrawler](https://crawlee.dev/api/cheerio-crawler/class/CheerioCrawler" \t "_blank) and [PlaywrightCrawler](https://crawlee.dev/api/playwright-crawler/class/PlaywrightCrawler" \t "_blank), but **NOT** [PuppeteerCrawler](https://crawlee.dev/api/puppeteer-crawler/class/PuppeteerCrawler" \t "_blank).

It uses the [PLAYWRIGHT\_SKIP\_BROWSER\_DOWNLOAD](https://playwright.dev/docs/api/environment-variables/) environment variable to block installation of more browsers into the image to keep it small. If you want more browsers, either use the [actor-node-playwright](https://docs.apify.com/sdk/js/docs/guides/docker-images#actor-node-playwright) image override this env var.

The image supports XVFB by default, so we can run both headless and headful browsers with it.

FROM apify/actor-node-playwright-chrome:16

**actor-node-playwright-firefox[​](https://docs.apify.com/sdk/js/docs/guides/docker-images" \l "actor-node-playwright-firefox" \o "Direct link to heading)**

Same idea as [actor-node-playwright-chrome](https://docs.apify.com/sdk/js/docs/guides/docker-images#actor-node-playwright-chrome), but with Firefox pre-installed.

FROM apify/actor-node-playwright-firefox:16

**actor-node-playwright-webkit[​](https://docs.apify.com/sdk/js/docs/guides/docker-images" \l "actor-node-playwright-webkit" \o "Direct link to heading)**

Same idea as [actor-node-playwright-chrome](https://docs.apify.com/sdk/js/docs/guides/docker-images#actor-node-playwright-chrome), but with WebKit pre-installed.

FROM apify/actor-node-playwright-webkit:16

**Example Dockerfile[​](https://docs.apify.com/sdk/js/docs/guides/docker-images" \l "example-dockerfile" \o "Direct link to heading)**

To use the above images, it's necessary to have a [Dockerfile](https://docs.docker.com/engine/reference/builder/" \t "_blank). You can either use this example, or bootstrap your projects with the [Crawlee CLI](https://crawlee.dev/docs/introduction/setting-up" \t "_blank) which automatically adds the correct Dockerfile into our project folder.

* **Node+JavaScript**
* **Node+TypeScript**
* **Browser+JavaScript**
* **Browser+TypeScript**

*# Specify the base Docker image. You can read more about*  
*# the available images at https://crawlee.dev/docs/guides/docker-images*  
*# You can also use any other image from Docker Hub.*  
FROM apify/actor-node:16  
  
*# Copy just package.json and package-lock.json*  
*# to speed up the build using Docker layer cache.*  
COPY package\*.json ./  
  
*# Install NPM packages, skip optional and development dependencies to*  
*# keep the image small. Avoid logging too much and print the dependency*  
*# tree for debugging*  
RUN npm --quiet set progress=false \  
 && npm install --omit=dev --omit=optional \  
 && echo "Installed NPM packages:" \  
 && (npm list --omit=dev --all || true) \  
 && echo "Node.js version:" \  
 && node --version \  
 && echo "NPM version:" \  
 && npm --version  
  
*# Next, copy the remaining files and directories with the source code.*  
*# Since we do this after NPM install, quick build will be really fast*  
*# for most source file changes.*  
COPY . ./  
  
  
*# Run the image.*  
CMD npm start --silent

**ccept user input**

This example accepts and logs user input:

import { Actor } from 'apify';  
  
await Actor.init();  
  
const input = await Actor.getInput();  
console.log(input);  
  
await Actor.exit();

To provide the actor with input, create a INPUT.json file inside the "default" key-value store:

{PROJECT\_FOLDER}/storage/key\_value\_stores/default/INPUT.json

Anything in this file will be available to the actor when it runs.

**Add data to dataset**

This example saves data to the default dataset. If the dataset doesn't exist, it will be created. You can save data to custom datasets by using [Actor.openDataset()](https://docs.apify.com/sdk/js/reference/class/Dataset" \l "open)

[**Run on**](https://console.apify.com/actors/kk67IcZkKSSBTslXI?runConfig=eyJ1IjoiRWdQdHczb2VqNlRhRHQ1cW4iLCJ2IjoxfQ.eyJpbnB1dCI6IntcImNvZGVcIjpcImltcG9ydCB7IEFjdG9yIH0gZnJvbSAnYXBpZnknO1xcbmltcG9ydCB7IENoZWVyaW9DcmF3bGVyIH0gZnJvbSAnY3Jhd2xlZSc7XFxuXFxuYXdhaXQgQWN0b3IuaW5pdCgpO1xcblxcbi8vIENyZWF0ZSBhIGRhdGFzZXQgd2hlcmUgd2Ugd2lsbCBzdG9yZSB0aGUgcmVzdWx0cy5cXG5jb25zdCBjcmF3bGVyID0gbmV3IENoZWVyaW9DcmF3bGVyKHtcXG4gICAgLy8gRnVuY3Rpb24gY2FsbGVkIGZvciBlYWNoIFVSTFxcbiAgICBhc3luYyByZXF1ZXN0SGFuZGxlcih7IHJlcXVlc3QsIGJvZHkgfSkge1xcbiAgICAgICAgLy8gU2F2ZSBkYXRhIHRvIGRlZmF1bHQgZGF0YXNldFxcbiAgICAgICAgYXdhaXQgQWN0b3IucHVzaERhdGEoe1xcbiAgICAgICAgICAgIHVybDogcmVxdWVzdC51cmwsXFxuICAgICAgICAgICAgaHRtbDogYm9keSxcXG4gICAgICAgIH0pO1xcbiAgICB9LFxcbn0pO1xcblxcbi8vIFJ1biB0aGUgY3Jhd2xlclxcbmF3YWl0IGNyYXdsZXIucnVuKFtcXG4gICAgeyB1cmw6ICdodHRwOi8vd3d3LmV4YW1wbGUuY29tL3BhZ2UtMScgfSxcXG4gICAgeyB1cmw6ICdodHRwOi8vd3d3LmV4YW1wbGUuY29tL3BhZ2UtMicgfSxcXG4gICAgeyB1cmw6ICdodHRwOi8vd3d3LmV4YW1wbGUuY29tL3BhZ2UtMycgfSxcXG5dKTtcXG5cXG5hd2FpdCBBY3Rvci5leGl0KCk7XFxuXCJ9Iiwib3B0aW9ucyI6eyJidWlsZCI6ImxhdGVzdCIsImNvbnRlbnRUeXBlIjoiYXBwbGljYXRpb24vanNvbjsgY2hhcnNldD11dGYtOCIsIm1lbW9yeSI6MTAyNCwidGltZW91dCI6MTgwfX0.fhpAfqCjjEMd7THx-jtJurjuRe7si1RztaBrOcDRcQ8&asrc=run_on_apify)

import { Actor } from 'apify';  
import { CheerioCrawler } from 'crawlee';  
  
await Actor.init();  
  
*// Create a dataset where we will store the results.*  
const crawler = new CheerioCrawler({  
 *// Function called for each URL*  
 async requestHandler({ request, body }) {  
 *// Save data to default dataset*  
 await Actor.pushData({  
 url: request.url,  
 html: body,  
 });  
 },  
});  
  
*// Run the crawler*  
await crawler.run([  
 { url: 'http://www.example.com/page-1' },  
 { url: 'http://www.example.com/page-2' },  
 { url: 'http://www.example.com/page-3' },  
]);  
  
await Actor.exit();

Each item in this dataset will be saved to its own file in the following directory:

{PROJECT\_FOLDER}/storage/datasets/default/

**Basic crawler**

This is the most bare-bones example of the Apify SDK, which demonstrates some of its building blocks such as the [BasicCrawler](https://crawlee.dev/api/basic-crawler/class/BasicCrawler" \t "_blank). You probably don't need to go this deep though, and it would be better to start with one of the full-featured crawlers like [CheerioCrawler](https://crawlee.dev/api/cheerio-crawler/class/CheerioCrawler" \t "_blank) or [PlaywrightCrawler](https://crawlee.dev/api/playwright-crawler/class/PlaywrightCrawler" \t "_blank).

The script simply downloads several web pages with plain HTTP requests using the [got-scraping](https://github.com/apify/got-scraping) npm package and stores their raw HTML and URL in the default dataset. In local configuration, the data will be stored as JSON files in ./storage/datasets/default.

[**Run on**](https://console.apify.com/actors/kk67IcZkKSSBTslXI?runConfig=eyJ1IjoiRWdQdHczb2VqNlRhRHQ1cW4iLCJ2IjoxfQ.eyJpbnB1dCI6IntcImNvZGVcIjpcImltcG9ydCB7IEFjdG9yIH0gZnJvbSAnYXBpZnknO1xcbmltcG9ydCB7IEJhc2ljQ3Jhd2xlciB9IGZyb20gJ2NyYXdsZWUnO1xcbmltcG9ydCB7IGdvdFNjcmFwaW5nIH0gZnJvbSAnZ290LXNjcmFwaW5nJztcXG5cXG5hd2FpdCBBY3Rvci5pbml0KCk7XFxuXFxuLy8gQ3JlYXRlIGEgZGF0YXNldCB3aGVyZSB3ZSB3aWxsIHN0b3JlIHRoZSByZXN1bHRzLlxcbi8vIENyZWF0ZSBhIEJhc2ljQ3Jhd2xlciAtIHRoZSBzaW1wbGVzdCBjcmF3bGVyIHRoYXQgZW5hYmxlc1xcbi8vIHVzZXJzIHRvIGltcGxlbWVudCB0aGUgY3Jhd2xpbmcgbG9naWMgdGhlbXNlbHZlcy5cXG5jb25zdCBjcmF3bGVyID0gbmV3IEJhc2ljQ3Jhd2xlcih7XFxuICAgIC8vIFRoaXMgZnVuY3Rpb24gd2lsbCBiZSBjYWxsZWQgZm9yIGVhY2ggVVJMIHRvIGNyYXdsLlxcbiAgICBhc3luYyByZXF1ZXN0SGFuZGxlcih7IHJlcXVlc3QgfSkge1xcbiAgICAgICAgY29uc3QgeyB1cmwgfSA9IHJlcXVlc3Q7XFxuICAgICAgICBjb25zb2xlLmxvZyhgUHJvY2Vzc2luZyAke3VybH0uLi5gKTtcXG5cXG4gICAgICAgIC8vIEZldGNoIHRoZSBwYWdlIEhUTUwgdmlhIEFwaWZ5IHV0aWxzIGdvdFNjcmFwaW5nXFxuICAgICAgICBjb25zdCB7IGJvZHkgfSA9IGF3YWl0IGdvdFNjcmFwaW5nKHsgdXJsIH0pO1xcblxcbiAgICAgICAgLy8gU3RvcmUgdGhlIEhUTUwgYW5kIFVSTCB0byB0aGUgZGVmYXVsdCBkYXRhc2V0LlxcbiAgICAgICAgYXdhaXQgQWN0b3IucHVzaERhdGEoe1xcbiAgICAgICAgICAgIHVybDogcmVxdWVzdC51cmwsXFxuICAgICAgICAgICAgaHRtbDogYm9keSxcXG4gICAgICAgIH0pO1xcbiAgICB9LFxcbn0pO1xcblxcbi8vIFRoZSBpbml0aWFsIGxpc3Qgb2YgVVJMcyB0byBjcmF3bC4gSGVyZSB3ZSB1c2UganVzdCBhIGZldyBoYXJkLWNvZGVkIFVSTHMuXFxuYXdhaXQgY3Jhd2xlci5ydW4oW1xcbiAgICB7IHVybDogJ2h0dHA6Ly93d3cuZ29vZ2xlLmNvbS8nIH0sXFxuICAgIHsgdXJsOiAnaHR0cDovL3d3dy5leGFtcGxlLmNvbS8nIH0sXFxuICAgIHsgdXJsOiAnaHR0cDovL3d3dy5iaW5nLmNvbS8nIH0sXFxuICAgIHsgdXJsOiAnaHR0cDovL3d3dy53aWtpcGVkaWEuY29tLycgfSxcXG5dKTtcXG5cXG5jb25zb2xlLmxvZygnQ3Jhd2xlciBmaW5pc2hlZC4nKTtcXG5cXG5hd2FpdCBBY3Rvci5leGl0KCk7XFxuXCJ9Iiwib3B0aW9ucyI6eyJidWlsZCI6ImxhdGVzdCIsImNvbnRlbnRUeXBlIjoiYXBwbGljYXRpb24vanNvbjsgY2hhcnNldD11dGYtOCIsIm1lbW9yeSI6MTAyNCwidGltZW91dCI6MTgwfX0.-TdH8qt-fjSHPGoP8mJHr2LqYkhq6aWUhY9IdesMFrM&asrc=run_on_apify)

import { Actor } from 'apify';  
import { BasicCrawler } from 'crawlee';  
import { gotScraping } from 'got-scraping';  
  
await Actor.init();  
  
*// Create a dataset where we will store the results.*  
*// Create a BasicCrawler - the simplest crawler that enables*  
*// users to implement the crawling logic themselves.*  
const crawler = new BasicCrawler({  
 *// This function will be called for each URL to crawl.*  
 async requestHandler({ request }) {  
 const { url } = request;  
 console.log(`Processing ${url}...`);  
  
 *// Fetch the page HTML via Apify utils gotScraping*  
 const { body } = await gotScraping({ url });  
  
 *// Store the HTML and URL to the default dataset.*  
 await Actor.pushData({  
 url: request.url,  
 html: body,  
 });  
 },  
});  
  
*// The initial list of URLs to crawl. Here we use just a few hard-coded URLs.*  
await crawler.run([  
 { url: 'http://www.google.com/' },  
 { url: 'http://www.example.com/' },  
 { url: 'http://www.bing.com/' },  
 { url: 'http://www.wikipedia.com/' },  
]);  
  
console.log('Crawler finished.');  
  
await Actor.exit();

**Call actor**

This example demonstrates how to start an Apify actor using [Actor.call()](https://docs.apify.com/sdk/js/reference/class/Actor" \l "call) and how to call the Apify API using [Actor.newClient()](https://docs.apify.com/sdk/js/reference/class/Actor" \l "newClient). The script gets a random weird word and its explanation from [randomword.com](https://randomword.com/) and sends it to your email using the [apify/send-mail](https://apify.com/apify/send-mail" \t "_blank) actor.

To make the example work, you'll need an [Apify account](https://console.apify.com/" \t "_blank). Go to the [Settings - Integrations](https://console.apify.com/account?tab=integrations) page to obtain your API token and set it to the [APIFY\_TOKEN](https://docs.apify.com/sdk/js/docs/guides/environment-variables#APIFY_TOKEN) environment variable, or run the script using the Apify CLI. If you deploy this actor to the Apify Cloud, you can do things like set up a scheduler to run your actor early in the morning.

To see what other actors are available, visit the [Apify Store](https://apify.com/store" \t "_blank).

To run this example on Apify Platform, use the apify/actor-node-puppeteer-chrome image for your Dockerfile.

import { Actor } from 'apify';  
import { launchPuppeteer } from 'crawlee';  
  
await Actor.init();  
  
*// Launch the web browser.*  
const browser = await launchPuppeteer();  
  
console.log('Obtaining own email address...');  
const apifyClient = Actor.newClient();  
const { email } = await apifyClient.user().get();  
  
*// Load randomword.com and get a random word*  
console.log('Fetching a random word.');  
const page = await browser.newPage();  
await page.goto('https://randomword.com/');  
const randomWord = await page.$eval('#shared\_section', (el) => el.outerHTML);  
  
*// Send random word to your email. For that, you can use an actor we already*  
*// have available on the platform under the name: apify/send-mail.*  
*// The second parameter to the Actor.call() invocation is the actor's*  
*// desired input. You can find the required input parameters by checking*  
*// the actor's documentation page: https://apify.com/apify/send-mail*  
console.log(`Sending email to ${user.email}...`);  
await Actor.call('apify/send-mail', {  
 to: email,  
 subject: 'Random Word',  
 html: `<h1>Random Word</h1>${randomWord}`,  
});  
console.log('Email sent. Good luck!');  
  
*// Close Browser*  
await browser.close();  
  
await Actor.exit();

**Cheerio crawler**

This example demonstrates how to use [CheerioCrawler](https://crawlee.dev/api/cheerio-crawler/class/CheerioCrawler" \t "_blank) to crawl a list of URLs from an external file, load each URL using a plain HTTP request, parse the HTML using the [Cheerio library](https://www.npmjs.com/package/cheerio) and extract some data from it: the page title and all h1 tags.

[**Run on**](https://console.apify.com/actors/kk67IcZkKSSBTslXI?runConfig=eyJ1IjoiRWdQdHczb2VqNlRhRHQ1cW4iLCJ2IjoxfQ.eyJpbnB1dCI6IntcImNvZGVcIjpcImltcG9ydCB7IENoZWVyaW9DcmF3bGVyLCBsb2csIExvZ0xldmVsIH0gZnJvbSAnY3Jhd2xlZSc7XFxuXFxuLy8gQ3Jhd2xlcnMgY29tZSB3aXRoIHZhcmlvdXMgdXRpbGl0aWVzLCBlLmcuIGZvciBsb2dnaW5nLlxcbi8vIEhlcmUgd2UgdXNlIGRlYnVnIGxldmVsIG9mIGxvZ2dpbmcgdG8gaW1wcm92ZSB0aGUgZGVidWdnaW5nIGV4cGVyaWVuY2UuXFxuLy8gVGhpcyBmdW5jdGlvbmFsaXR5IGlzIG9wdGlvbmFsIVxcbmxvZy5zZXRMZXZlbChMb2dMZXZlbC5ERUJVRyk7XFxuXFxuLy8gQ3JlYXRlIGFuIGluc3RhbmNlIG9mIHRoZSBDaGVlcmlvQ3Jhd2xlciBjbGFzcyAtIGEgY3Jhd2xlclxcbi8vIHRoYXQgYXV0b21hdGljYWxseSBsb2FkcyB0aGUgVVJMcyBhbmQgcGFyc2VzIHRoZWlyIEhUTUwgdXNpbmcgdGhlIGNoZWVyaW8gbGlicmFyeS5cXG5jb25zdCBjcmF3bGVyID0gbmV3IENoZWVyaW9DcmF3bGVyKHtcXG4gICAgLy8gVGhlIGNyYXdsZXIgZG93bmxvYWRzIGFuZCBwcm9jZXNzZXMgdGhlIHdlYiBwYWdlcyBpbiBwYXJhbGxlbCwgd2l0aCBhIGNvbmN1cnJlbmN5XFxuICAgIC8vIGF1dG9tYXRpY2FsbHkgbWFuYWdlZCBiYXNlZCBvbiB0aGUgYXZhaWxhYmxlIHN5c3RlbSBtZW1vcnkgYW5kIENQVSAoc2VlIEF1dG9zY2FsZWRQb29sIGNsYXNzKS5cXG4gICAgLy8gSGVyZSB3ZSBkZWZpbmUgc29tZSBoYXJkIGxpbWl0cyBmb3IgdGhlIGNvbmN1cnJlbmN5LlxcbiAgICBtaW5Db25jdXJyZW5jeTogMTAsXFxuICAgIG1heENvbmN1cnJlbmN5OiA1MCxcXG5cXG4gICAgLy8gT24gZXJyb3IsIHJldHJ5IGVhY2ggcGFnZSBhdCBtb3N0IG9uY2UuXFxuICAgIG1heFJlcXVlc3RSZXRyaWVzOiAxLFxcblxcbiAgICAvLyBJbmNyZWFzZSB0aGUgdGltZW91dCBmb3IgcHJvY2Vzc2luZyBvZiBlYWNoIHBhZ2UuXFxuICAgIHJlcXVlc3RIYW5kbGVyVGltZW91dFNlY3M6IDMwLFxcblxcbiAgICAvLyBMaW1pdCB0byAxMCByZXF1ZXN0cyBwZXIgb25lIGNyYXdsXFxuICAgIG1heFJlcXVlc3RzUGVyQ3Jhd2w6IDEwLFxcblxcbiAgICAvLyBUaGlzIGZ1bmN0aW9uIHdpbGwgYmUgY2FsbGVkIGZvciBlYWNoIFVSTCB0byBjcmF3bC5cXG4gICAgLy8gSXQgYWNjZXB0cyBhIHNpbmdsZSBwYXJhbWV0ZXIsIHdoaWNoIGlzIGFuIG9iamVjdCB3aXRoIG9wdGlvbnMgYXM6XFxuICAgIC8vIGh0dHBzOi8vc2RrLmFwaWZ5LmNvbS9kb2NzL3R5cGVkZWZzL2NoZWVyaW8tY3Jhd2xlci1vcHRpb25zI2hhbmRsZXBhZ2VmdW5jdGlvblxcbiAgICAvLyBXZSB1c2UgZm9yIGRlbW9uc3RyYXRpb24gb25seSAyIG9mIHRoZW06XFxuICAgIC8vIC0gcmVxdWVzdDogYW4gaW5zdGFuY2Ugb2YgdGhlIFJlcXVlc3QgY2xhc3Mgd2l0aCBpbmZvcm1hdGlvbiBzdWNoIGFzIFVSTCBhbmQgSFRUUCBtZXRob2RcXG4gICAgLy8gLSAkOiB0aGUgY2hlZXJpbyBvYmplY3QgY29udGFpbmluZyBwYXJzZWQgSFRNTFxcbiAgICBhc3luYyByZXF1ZXN0SGFuZGxlcih7IHJlcXVlc3QsICQgfSkge1xcbiAgICAgICAgbG9nLmRlYnVnKGBQcm9jZXNzaW5nICR7cmVxdWVzdC51cmx9Li4uYCk7XFxuXFxuICAgICAgICAvLyBFeHRyYWN0IGRhdGEgZnJvbSB0aGUgcGFnZSB1c2luZyBjaGVlcmlvLlxcbiAgICAgICAgY29uc3QgdGl0bGUgPSAkKCd0aXRsZScpLnRleHQoKTtcXG4gICAgICAgIGNvbnN0IGgxdGV4dHMgPSBbXTtcXG4gICAgICAgICQoJ2gxJykuZWFjaCgoaW5kZXgsIGVsKSA9PiB7XFxuICAgICAgICAgICAgaDF0ZXh0cy5wdXNoKHtcXG4gICAgICAgICAgICAgICAgdGV4dDogJChlbCkudGV4dCgpLFxcbiAgICAgICAgICAgIH0pO1xcbiAgICAgICAgfSk7XFxuXFxuICAgICAgICAvLyBTdG9yZSB0aGUgcmVzdWx0cyB0byB0aGUgZGF0YXNldC4gSW4gbG9jYWwgY29uZmlndXJhdGlvbixcXG4gICAgICAgIC8vIHRoZSBkYXRhIHdpbGwgYmUgc3RvcmVkIGFzIEpTT04gZmlsZXMgaW4gLi9zdG9yYWdlL2RhdGFzZXRzL2RlZmF1bHRcXG4gICAgICAgIGF3YWl0IEFjdG9yLnB1c2hEYXRhKHtcXG4gICAgICAgICAgICB1cmw6IHJlcXVlc3QudXJsLFxcbiAgICAgICAgICAgIHRpdGxlLFxcbiAgICAgICAgICAgIGgxdGV4dHMsXFxuICAgICAgICB9KTtcXG4gICAgfSxcXG5cXG4gICAgLy8gVGhpcyBmdW5jdGlvbiBpcyBjYWxsZWQgaWYgdGhlIHBhZ2UgcHJvY2Vzc2luZyBmYWlsZWQgbW9yZSB0aGFuIG1heFJlcXVlc3RSZXRyaWVzKzEgdGltZXMuXFxuICAgIGZhaWxlZFJlcXVlc3RIYW5kbGVyKHsgcmVxdWVzdCB9KSB7XFxuICAgICAgICBsb2cuZGVidWcoYFJlcXVlc3QgJHtyZXF1ZXN0LnVybH0gZmFpbGVkIHR3aWNlLmApO1xcbiAgICB9LFxcbn0pO1xcblxcbi8vIFJ1biB0aGUgY3Jhd2xlciBhbmQgd2FpdCBmb3IgaXQgdG8gZmluaXNoLlxcbmF3YWl0IGNyYXdsZXIucnVuKCk7XFxuXFxubG9nLmRlYnVnKCdDcmF3bGVyIGZpbmlzaGVkLicpO1xcblwifSIsIm9wdGlvbnMiOnsiYnVpbGQiOiJsYXRlc3QiLCJjb250ZW50VHlwZSI6ImFwcGxpY2F0aW9uL2pzb247IGNoYXJzZXQ9dXRmLTgiLCJtZW1vcnkiOjEwMjQsInRpbWVvdXQiOjE4MH19.dOZILM56nUwSSVMoLgQB0brbbjQm2W2FDao35eLD72s&asrc=run_on_apify)

import { CheerioCrawler, log, LogLevel } from 'crawlee';  
  
*// Crawlers come with various utilities, e.g. for logging.*  
*// Here we use debug level of logging to improve the debugging experience.*  
*// This functionality is optional!*  
log.setLevel(LogLevel.DEBUG);  
  
*// Create an instance of the CheerioCrawler class - a crawler*  
*// that automatically loads the URLs and parses their HTML using the cheerio library.*  
const crawler = new CheerioCrawler({  
 *// The crawler downloads and processes the web pages in parallel, with a concurrency*  
 *// automatically managed based on the available system memory and CPU (see AutoscaledPool class).*  
 *// Here we define some hard limits for the concurrency.*  
 minConcurrency: 10,  
 maxConcurrency: 50,  
  
 *// On error, retry each page at most once.*  
 maxRequestRetries: 1,  
  
 *// Increase the timeout for processing of each page.*  
 requestHandlerTimeoutSecs: 30,  
  
 *// Limit to 10 requests per one crawl*  
 maxRequestsPerCrawl: 10,  
  
 *// This function will be called for each URL to crawl.*  
 *// It accepts a single parameter, which is an object with options as:*  
 *// https://sdk.apify.com/docs/typedefs/cheerio-crawler-options#handlepagefunction*  
 *// We use for demonstration only 2 of them:*  
 *// - request: an instance of the Request class with information such as URL and HTTP method*  
 *// - $: the cheerio object containing parsed HTML*  
 async requestHandler({ request, $ }) {  
 log.debug(`Processing ${request.url}...`);  
  
 *// Extract data from the page using cheerio.*  
 const title = $('title').text();  
 const h1texts = [];  
 $('h1').each((index, el) => {  
 h1texts.push({  
 text: $(el).text(),  
 });  
 });  
  
 *// Store the results to the dataset. In local configuration,*  
 *// the data will be stored as JSON files in ./storage/datasets/default*  
 await Actor.pushData({  
 url: request.url,  
 title,  
 h1texts,  
 });  
 },  
  
 *// This function is called if the page processing failed more than maxRequestRetries+1 times.*  
 failedRequestHandler({ request }) {  
 log.debug(`Request ${request.url} failed twice.`);  
 },  
});  
  
*// Run the crawler and wait for it to finish.*  
await crawler.run();  
  
log.debug('Crawler finished.');

**Crawl a single URL**

This example uses the [got-scraping](https://github.com/apify/got-scraping) npm package to grab the HTML of a web page.

[**Run on**](https://console.apify.com/actors/kk67IcZkKSSBTslXI?runConfig=eyJ1IjoiRWdQdHczb2VqNlRhRHQ1cW4iLCJ2IjoxfQ.eyJpbnB1dCI6IntcImNvZGVcIjpcImltcG9ydCB7IGdvdFNjcmFwaW5nIH0gZnJvbSAnZ290LXNjcmFwaW5nJztcXG5cXG4vLyBHZXQgdGhlIEhUTUwgb2YgYSB3ZWIgcGFnZVxcbmNvbnN0IHsgYm9keSB9ID0gYXdhaXQgZ290U2NyYXBpbmcoeyB1cmw6ICdodHRwczovL3d3dy5leGFtcGxlLmNvbScgfSk7XFxuY29uc29sZS5sb2coYm9keSk7XFxuXCJ9Iiwib3B0aW9ucyI6eyJidWlsZCI6ImxhdGVzdCIsImNvbnRlbnRUeXBlIjoiYXBwbGljYXRpb24vanNvbjsgY2hhcnNldD11dGYtOCIsIm1lbW9yeSI6MTAyNCwidGltZW91dCI6MTgwfX0.0S1i1yD10_82mLCH3VWFtCZTU4-BDrDU1UGY208IqgE&asrc=run_on_apify)

import { gotScraping } from 'got-scraping';  
  
*// Get the HTML of a web page*  
const { body } = await gotScraping({ url: 'https://www.example.com' });  
console.log(body);

If you don't want to hard-code the URL into the script, refer to the [Accept User Input](https://docs.apify.com/sdk/js/docs/examples/accept-user-input) example.

**Puppeteer crawler**

This example demonstrates how to use [PuppeteerCrawler](https://crawlee.dev/api/puppeteer-crawler/class/PuppeteerCrawler" \t "_blank) in combination with [RequestQueue](https://docs.apify.com/sdk/js/reference/class/RequestQueue) to recursively scrape the [Hacker News website](https://news.ycombinator.com/) using headless Chrome / Puppeteer.

The crawler starts with a single URL, finds links to next pages, enqueues them and continues until no more desired links are available. The results are stored to the default dataset. In local configuration, the results are stored as JSON files in ./storage/datasets/default

**tip**

To run this example on the Apify Platform, select the apify/actor-node-puppeteer-chrome image for your Dockerfile.

[**Run on**](https://console.apify.com/actors/7tWSD8hrYzuc9Lte7?runConfig=eyJ1IjoiRWdQdHczb2VqNlRhRHQ1cW4iLCJ2IjoxfQ.eyJpbnB1dCI6IntcImNvZGVcIjpcImltcG9ydCB7IEFjdG9yIH0gZnJvbSAnYXBpZnknO1xcbmltcG9ydCB7IFB1cHBldGVlckNyYXdsZXIgfSBmcm9tICdjcmF3bGVlJztcXG5cXG5hd2FpdCBBY3Rvci5pbml0KCk7XFxuXFxuLy8gQ3JlYXRlIGFuIGluc3RhbmNlIG9mIHRoZSBQdXBwZXRlZXJDcmF3bGVyIGNsYXNzIC0gYSBjcmF3bGVyXFxuLy8gdGhhdCBhdXRvbWF0aWNhbGx5IGxvYWRzIHRoZSBVUkxzIGluIGhlYWRsZXNzIENocm9tZSAvIFB1cHBldGVlci5cXG5jb25zdCBjcmF3bGVyID0gbmV3IFB1cHBldGVlckNyYXdsZXIoe1xcbiAgICAvLyBIZXJlIHlvdSBjYW4gc2V0IG9wdGlvbnMgdGhhdCBhcmUgcGFzc2VkIHRvIHRoZSBsYXVuY2hQdXBwZXRlZXIoKSBmdW5jdGlvbi5cXG4gICAgbGF1bmNoQ29udGV4dDoge1xcbiAgICAgICAgbGF1bmNoT3B0aW9uczoge1xcbiAgICAgICAgICAgIGhlYWRsZXNzOiB0cnVlLFxcbiAgICAgICAgICAgIC8vIE90aGVyIFB1cHBldGVlciBvcHRpb25zXFxuICAgICAgICB9LFxcbiAgICB9LFxcblxcbiAgICAvLyBTdG9wIGNyYXdsaW5nIGFmdGVyIHNldmVyYWwgcGFnZXNcXG4gICAgbWF4UmVxdWVzdHNQZXJDcmF3bDogNTAsXFxuXFxuICAgIC8vIFRoaXMgZnVuY3Rpb24gd2lsbCBiZSBjYWxsZWQgZm9yIGVhY2ggVVJMIHRvIGNyYXdsLlxcbiAgICAvLyBIZXJlIHlvdSBjYW4gd3JpdGUgdGhlIFB1cHBldGVlciBzY3JpcHRzIHlvdSBhcmUgZmFtaWxpYXIgd2l0aCxcXG4gICAgLy8gd2l0aCB0aGUgZXhjZXB0aW9uIHRoYXQgYnJvd3NlcnMgYW5kIHBhZ2VzIGFyZSBhdXRvbWF0aWNhbGx5IG1hbmFnZWQgYnkgdGhlIEFwaWZ5IFNESy5cXG4gICAgLy8gVGhlIGZ1bmN0aW9uIGFjY2VwdHMgYSBzaW5nbGUgcGFyYW1ldGVyLCB3aGljaCBpcyBhbiBvYmplY3Qgd2l0aCB0aGUgZm9sbG93aW5nIGZpZWxkczpcXG4gICAgLy8gLSByZXF1ZXN0OiBhbiBpbnN0YW5jZSBvZiB0aGUgUmVxdWVzdCBjbGFzcyB3aXRoIGluZm9ybWF0aW9uIHN1Y2ggYXMgVVJMIGFuZCBIVFRQIG1ldGhvZFxcbiAgICAvLyAtIHBhZ2U6IFB1cHBldGVlcidzIFBhZ2Ugb2JqZWN0IChzZWUgaHR0cHM6Ly9wcHRyLmRldi8jc2hvdz1hcGktY2xhc3MtcGFnZSlcXG4gICAgYXN5bmMgcmVxdWVzdEhhbmRsZXIoeyByZXF1ZXN0LCBwYWdlLCBlbnF1ZXVlTGlua3MgfSkge1xcbiAgICAgICAgY29uc29sZS5sb2coYFByb2Nlc3NpbmcgJHtyZXF1ZXN0LnVybH0uLi5gKTtcXG5cXG4gICAgICAgIC8vIEEgZnVuY3Rpb24gdG8gYmUgZXZhbHVhdGVkIGJ5IFB1cHBldGVlciB3aXRoaW4gdGhlIGJyb3dzZXIgY29udGV4dC5cXG4gICAgICAgIGNvbnN0IGRhdGEgPSBhd2FpdCBwYWdlLiQkZXZhbCgnLmF0aGluZycsICgkcG9zdHMpID0-IHtcXG4gICAgICAgICAgICBjb25zdCBzY3JhcGVkRGF0YSA9IFtdO1xcblxcbiAgICAgICAgICAgIC8vIFdlJ3JlIGdldHRpbmcgdGhlIHRpdGxlLCByYW5rIGFuZCBVUkwgb2YgZWFjaCBwb3N0IG9uIEhhY2tlciBOZXdzLlxcbiAgICAgICAgICAgICRwb3N0cy5mb3JFYWNoKCgkcG9zdCkgPT4ge1xcbiAgICAgICAgICAgICAgICBzY3JhcGVkRGF0YS5wdXNoKHtcXG4gICAgICAgICAgICAgICAgICAgIHRpdGxlOiAkcG9zdC5xdWVyeVNlbGVjdG9yKCcudGl0bGUgYScpLmlubmVyVGV4dCxcXG4gICAgICAgICAgICAgICAgICAgIHJhbms6ICRwb3N0LnF1ZXJ5U2VsZWN0b3IoJy5yYW5rJykuaW5uZXJUZXh0LFxcbiAgICAgICAgICAgICAgICAgICAgaHJlZjogJHBvc3QucXVlcnlTZWxlY3RvcignLnRpdGxlIGEnKS5ocmVmLFxcbiAgICAgICAgICAgICAgICB9KTtcXG4gICAgICAgICAgICB9KTtcXG5cXG4gICAgICAgICAgICByZXR1cm4gc2NyYXBlZERhdGE7XFxuICAgICAgICB9KTtcXG5cXG4gICAgICAgIC8vIFN0b3JlIHRoZSByZXN1bHRzIHRvIHRoZSBkZWZhdWx0IGRhdGFzZXQuXFxuICAgICAgICBhd2FpdCBBY3Rvci5wdXNoRGF0YShkYXRhKTtcXG5cXG4gICAgICAgIC8vIEZpbmQgYSBsaW5rIHRvIHRoZSBuZXh0IHBhZ2UgYW5kIGVucXVldWUgaXQgaWYgaXQgZXhpc3RzLlxcbiAgICAgICAgY29uc3QgaW5mb3MgPSBhd2FpdCBlbnF1ZXVlTGlua3Moe1xcbiAgICAgICAgICAgIHNlbGVjdG9yOiAnLm1vcmVsaW5rJyxcXG4gICAgICAgIH0pO1xcblxcbiAgICAgICAgaWYgKGluZm9zLmxlbmd0aCA9PT0gMCkgY29uc29sZS5sb2coYCR7cmVxdWVzdC51cmx9IGlzIHRoZSBsYXN0IHBhZ2UhYCk7XFxuICAgIH0sXFxuXFxuICAgIC8vIFRoaXMgZnVuY3Rpb24gaXMgY2FsbGVkIGlmIHRoZSBwYWdlIHByb2Nlc3NpbmcgZmFpbGVkIG1vcmUgdGhhbiBtYXhSZXF1ZXN0UmV0cmllcysxIHRpbWVzLlxcbiAgICBmYWlsZWRSZXF1ZXN0SGFuZGxlcih7IHJlcXVlc3QgfSkge1xcbiAgICAgICAgY29uc29sZS5sb2coYFJlcXVlc3QgJHtyZXF1ZXN0LnVybH0gZmFpbGVkIHRvbyBtYW55IHRpbWVzLmApO1xcbiAgICB9LFxcbn0pO1xcblxcbi8vIFJ1biB0aGUgY3Jhd2xlciBhbmQgd2FpdCBmb3IgaXQgdG8gZmluaXNoLlxcbmF3YWl0IGNyYXdsZXIucnVuKFsnaHR0cHM6Ly9uZXdzLnljb21iaW5hdG9yLmNvbS8nXSk7XFxuXFxuY29uc29sZS5sb2coJ0NyYXdsZXIgZmluaXNoZWQuJyk7XFxuXFxuYXdhaXQgQWN0b3IuZXhpdCgpO1xcblwifSIsIm9wdGlvbnMiOnsiYnVpbGQiOiJsYXRlc3QiLCJjb250ZW50VHlwZSI6ImFwcGxpY2F0aW9uL2pzb247IGNoYXJzZXQ9dXRmLTgiLCJtZW1vcnkiOjQwOTYsInRpbWVvdXQiOjE4MH19.88cqtP3DJA1811DUd2fOqdjsLFRPvz91Pi_WHe8Yt5U&asrc=run_on_apify)

import { Actor } from 'apify';  
import { PuppeteerCrawler } from 'crawlee';  
  
await Actor.init();  
  
*// Create an instance of the PuppeteerCrawler class - a crawler*  
*// that automatically loads the URLs in headless Chrome / Puppeteer.*  
const crawler = new PuppeteerCrawler({  
 *// Here you can set options that are passed to the launchPuppeteer() function.*  
 launchContext: {  
 launchOptions: {  
 headless: true,  
 *// Other Puppeteer options*  
 },  
 },  
  
 *// Stop crawling after several pages*  
 maxRequestsPerCrawl: 50,  
  
 *// This function will be called for each URL to crawl.*  
 *// Here you can write the Puppeteer scripts you are familiar with,*  
 *// with the exception that browsers and pages are automatically managed by the Apify SDK.*  
 *// The function accepts a single parameter, which is an object with the following fields:*  
 *// - request: an instance of the Request class with information such as URL and HTTP method*  
 *// - page: Puppeteer's Page object (see https://pptr.dev/#show=api-class-page)*  
 async requestHandler({ request, page, enqueueLinks }) {  
 console.log(`Processing ${request.url}...`);  
  
 *// A function to be evaluated by Puppeteer within the browser context.*  
 const data = await page.$$eval('.athing', ($posts) => {  
 const scrapedData = [];  
  
 *// We're getting the title, rank and URL of each post on Hacker News.*  
 $posts.forEach(($post) => {  
 scrapedData.push({  
 title: $post.querySelector('.title a').innerText,  
 rank: $post.querySelector('.rank').innerText,  
 href: $post.querySelector('.title a').href,  
 });  
 });  
  
 return scrapedData;  
 });  
  
 *// Store the results to the default dataset.*  
 await Actor.pushData(data);  
  
 *// Find a link to the next page and enqueue it if it exists.*  
 const infos = await enqueueLinks({  
 selector: '.morelink',  
 });  
  
 if (infos.length === 0) console.log(`${request.url} is the last page!`);  
 },  
  
 *// This function is called if the page processing failed more than maxRequestRetries+1 times.*  
 failedRequestHandler({ request }) {  
 console.log(`Request ${request.url} failed too many times.`);  
 },  
});  
  
*// Run the crawler and wait for it to finish.*  
await crawler.run(['https://news.ycombinator.com/']);  
  
console.log('Crawler finished.');  
  
await Actor.exit();

**Puppeteer with proxy**

This example demonstrates how to load pages in headless Chrome / Puppeteer over [Apify Proxy](https://docs.apify.com/proxy" \t "_self).

To make it work, you'll need an Apify account with access to the proxy. Visit the [Apify platform introduction](https://docs.apify.com/sdk/js/docs/guides/apify-platform) to find how to log into your account from the SDK.

**tip**

To run this example on the Apify Platform, select the apify/actor-node-puppeteer-chrome image for your Dockerfile.

[**Run on**](https://console.apify.com/actors/7tWSD8hrYzuc9Lte7?runConfig=eyJ1IjoiRWdQdHczb2VqNlRhRHQ1cW4iLCJ2IjoxfQ.eyJpbnB1dCI6IntcImNvZGVcIjpcImltcG9ydCB7IEFjdG9yIH0gZnJvbSAnYXBpZnknO1xcbmltcG9ydCB7IFB1cHBldGVlckNyYXdsZXIgfSBmcm9tICdjcmF3bGVlJztcXG5cXG5hd2FpdCBBY3Rvci5pbml0KCk7XFxuXFxuLy8gUHJveHkgY29ubmVjdGlvbiBpcyBhdXRvbWF0aWNhbGx5IGVzdGFibGlzaGVkIGluIHRoZSBDcmF3bGVyXFxuY29uc3QgcHJveHlDb25maWd1cmF0aW9uID0gYXdhaXQgQWN0b3IuY3JlYXRlUHJveHlDb25maWd1cmF0aW9uKCk7XFxuXFxuY29uc3QgY3Jhd2xlciA9IG5ldyBQdXBwZXRlZXJDcmF3bGVyKHtcXG4gICAgcHJveHlDb25maWd1cmF0aW9uLFxcbiAgICBhc3luYyByZXF1ZXN0SGFuZGxlcih7IHBhZ2UgfSkge1xcbiAgICAgICAgY29uc3Qgc3RhdHVzID0gYXdhaXQgcGFnZS4kZXZhbCgndGQuc3RhdHVzJywgKGVsKSA9PiBlbC50ZXh0Q29udGVudCk7XFxuICAgICAgICBjb25zb2xlLmxvZyhgUHJveHkgU3RhdHVzOiAke3N0YXR1c31gKTtcXG4gICAgfSxcXG59KTtcXG5cXG5jb25zb2xlLmxvZygnUnVubmluZyBQdXBwZXRlZXIgc2NyaXB0Li4uJyk7XFxuXFxuYXdhaXQgY3Jhd2xlci5ydW4oWydodHRwOi8vcHJveHkuYXBpZnkuY29tJ10pO1xcblxcbmNvbnNvbGUubG9nKCdQdXBwZXRlZXIgY2xvc2VkLicpO1xcblxcbmF3YWl0IEFjdG9yLmV4aXQoKTtcXG5cIn0iLCJvcHRpb25zIjp7ImJ1aWxkIjoibGF0ZXN0IiwiY29udGVudFR5cGUiOiJhcHBsaWNhdGlvbi9qc29uOyBjaGFyc2V0PXV0Zi04IiwibWVtb3J5Ijo0MDk2LCJ0aW1lb3V0IjoxODB9fQ.Z2NfopKj1DbaGy58OZ3N2Og8hM7AvkFTeEbBFCwOtGk&asrc=run_on_apify)

import { Actor } from 'apify';  
import { PuppeteerCrawler } from 'crawlee';  
  
await Actor.init();  
  
*// Proxy connection is automatically established in the Crawler*  
const proxyConfiguration = await Actor.createProxyConfiguration();  
  
const crawler = new PuppeteerCrawler({  
 proxyConfiguration,  
 async requestHandler({ page }) {  
 const status = await page.$eval('td.status', (el) => el.textContent);  
 console.log(`Proxy Status: ${status}`);  
 },  
});  
  
console.log('Running Puppeteer script...');  
  
await crawler.run(['http://proxy.apify.com']);  
  
console.log('Puppeteer closed.');  
  
await Actor.exit();

**Playwright crawler**

This example demonstrates how to use [PlaywrightCrawler](https://crawlee.dev/api/playwright-crawler/class/PlaywrightCrawler" \t "_blank) in combination with [RequestQueue](https://docs.apify.com/sdk/js/reference/class/RequestQueue) to recursively scrape the [Hacker News website](https://news.ycombinator.com/) using headless Chrome / Playwright.

The crawler starts with a single URL, finds links to next pages, enqueues them and continues until no more desired links are available. The results are stored to the default dataset. In local configuration, the results are stored as JSON files in ./storage/datasets/default

**tip**

To run this example on the Apify Platform, select the apify/actor-node-playwright-chrome image for your Dockerfile.

[**Run on**](https://console.apify.com/actors/6i5QsHBMtm3hKph70?runConfig=eyJ1IjoiRWdQdHczb2VqNlRhRHQ1cW4iLCJ2IjoxfQ.eyJpbnB1dCI6IntcImNvZGVcIjpcImltcG9ydCB7IEFjdG9yIH0gZnJvbSAnYXBpZnknO1xcbmltcG9ydCB7IFBsYXl3cmlnaHRDcmF3bGVyIH0gZnJvbSAnY3Jhd2xlZSc7XFxuXFxuYXdhaXQgQWN0b3IuaW5pdCgpO1xcblxcbi8vIENyZWF0ZSBhbiBpbnN0YW5jZSBvZiB0aGUgUGxheXdyaWdodENyYXdsZXIgY2xhc3MgLSBhIGNyYXdsZXJcXG4vLyB0aGF0IGF1dG9tYXRpY2FsbHkgbG9hZHMgdGhlIFVSTHMgaW4gaGVhZGxlc3MgQ2hyb21lIC8gUGxheXdyaWdodC5cXG5jb25zdCBjcmF3bGVyID0gbmV3IFBsYXl3cmlnaHRDcmF3bGVyKHtcXG4gICAgbGF1bmNoQ29udGV4dDoge1xcbiAgICAgICAgLy8gSGVyZSB5b3UgY2FuIHNldCBvcHRpb25zIHRoYXQgYXJlIHBhc3NlZCB0byB0aGUgcGxheXdyaWdodCAubGF1bmNoKCkgZnVuY3Rpb24uXFxuICAgICAgICBsYXVuY2hPcHRpb25zOiB7XFxuICAgICAgICAgICAgaGVhZGxlc3M6IHRydWUsXFxuICAgICAgICB9LFxcbiAgICB9LFxcblxcbiAgICAvLyBTdG9wIGNyYXdsaW5nIGFmdGVyIHNldmVyYWwgcGFnZXNcXG4gICAgbWF4UmVxdWVzdHNQZXJDcmF3bDogNTAsXFxuXFxuICAgIC8vIFRoaXMgZnVuY3Rpb24gd2lsbCBiZSBjYWxsZWQgZm9yIGVhY2ggVVJMIHRvIGNyYXdsLlxcbiAgICAvLyBIZXJlIHlvdSBjYW4gd3JpdGUgdGhlIFBsYXl3cmlnaHQgc2NyaXB0cyB5b3UgYXJlIGZhbWlsaWFyIHdpdGgsXFxuICAgIC8vIHdpdGggdGhlIGV4Y2VwdGlvbiB0aGF0IGJyb3dzZXJzIGFuZCBwYWdlcyBhcmUgYXV0b21hdGljYWxseSBtYW5hZ2VkIGJ5IHRoZSBBcGlmeSBTREsuXFxuICAgIC8vIFRoZSBmdW5jdGlvbiBhY2NlcHRzIGEgc2luZ2xlIHBhcmFtZXRlciwgd2hpY2ggaXMgYW4gb2JqZWN0IHdpdGggYSBsb3Qgb2YgcHJvcGVydGllcyxcXG4gICAgLy8gdGhlIG1vc3QgaW1wb3J0YW50IGJlaW5nOlxcbiAgICAvLyAtIHJlcXVlc3Q6IGFuIGluc3RhbmNlIG9mIHRoZSBSZXF1ZXN0IGNsYXNzIHdpdGggaW5mb3JtYXRpb24gc3VjaCBhcyBVUkwgYW5kIEhUVFAgbWV0aG9kXFxuICAgIC8vIC0gcGFnZTogUGxheXdyaWdodCdzIFBhZ2Ugb2JqZWN0IChzZWUgaHR0cHM6Ly9wbGF5d3JpZ2h0LmRldi9kb2NzL2FwaS9jbGFzcy1wYWdlKVxcbiAgICBhc3luYyByZXF1ZXN0SGFuZGxlcih7IHJlcXVlc3QsIHBhZ2UsIGVucXVldWVMaW5rcyB9KSB7XFxuICAgICAgICBjb25zb2xlLmxvZyhgUHJvY2Vzc2luZyAke3JlcXVlc3QudXJsfS4uLmApO1xcblxcbiAgICAgICAgLy8gQSBmdW5jdGlvbiB0byBiZSBldmFsdWF0ZWQgYnkgUGxheXdyaWdodCB3aXRoaW4gdGhlIGJyb3dzZXIgY29udGV4dC5cXG4gICAgICAgIGNvbnN0IGRhdGEgPSBhd2FpdCBwYWdlLiQkZXZhbCgnLmF0aGluZycsICgkcG9zdHMpID0-IHtcXG4gICAgICAgICAgICBjb25zdCBzY3JhcGVkRGF0YSA9IFtdO1xcblxcbiAgICAgICAgICAgIC8vIFdlJ3JlIGdldHRpbmcgdGhlIHRpdGxlLCByYW5rIGFuZCBVUkwgb2YgZWFjaCBwb3N0IG9uIEhhY2tlciBOZXdzLlxcbiAgICAgICAgICAgICRwb3N0cy5mb3JFYWNoKCgkcG9zdCkgPT4ge1xcbiAgICAgICAgICAgICAgICBzY3JhcGVkRGF0YS5wdXNoKHtcXG4gICAgICAgICAgICAgICAgICAgIHRpdGxlOiAkcG9zdC5xdWVyeVNlbGVjdG9yKCcudGl0bGUgYScpLmlubmVyVGV4dCxcXG4gICAgICAgICAgICAgICAgICAgIHJhbms6ICRwb3N0LnF1ZXJ5U2VsZWN0b3IoJy5yYW5rJykuaW5uZXJUZXh0LFxcbiAgICAgICAgICAgICAgICAgICAgaHJlZjogJHBvc3QucXVlcnlTZWxlY3RvcignLnRpdGxlIGEnKS5ocmVmLFxcbiAgICAgICAgICAgICAgICB9KTtcXG4gICAgICAgICAgICB9KTtcXG5cXG4gICAgICAgICAgICByZXR1cm4gc2NyYXBlZERhdGE7XFxuICAgICAgICB9KTtcXG5cXG4gICAgICAgIC8vIFN0b3JlIHRoZSByZXN1bHRzIHRvIHRoZSBkZWZhdWx0IGRhdGFzZXQuXFxuICAgICAgICBhd2FpdCBBY3Rvci5wdXNoRGF0YShkYXRhKTtcXG5cXG4gICAgICAgIC8vIEZpbmQgYSBsaW5rIHRvIHRoZSBuZXh0IHBhZ2UgYW5kIGVucXVldWUgaXQgaWYgaXQgZXhpc3RzLlxcbiAgICAgICAgY29uc3QgaW5mb3MgPSBhd2FpdCBlbnF1ZXVlTGlua3Moe1xcbiAgICAgICAgICAgIHNlbGVjdG9yOiAnLm1vcmVsaW5rJyxcXG4gICAgICAgIH0pO1xcblxcbiAgICAgICAgaWYgKGluZm9zLnByb2Nlc3NlZFJlcXVlc3RzLmxlbmd0aCA9PT0gMCkgY29uc29sZS5sb2coYCR7cmVxdWVzdC51cmx9IGlzIHRoZSBsYXN0IHBhZ2UhYCk7XFxuICAgIH0sXFxuXFxuICAgIC8vIFRoaXMgZnVuY3Rpb24gaXMgY2FsbGVkIGlmIHRoZSBwYWdlIHByb2Nlc3NpbmcgZmFpbGVkIG1vcmUgdGhhbiBtYXhSZXF1ZXN0UmV0cmllcysxIHRpbWVzLlxcbiAgICBmYWlsZWRSZXF1ZXN0SGFuZGxlcih7IHJlcXVlc3QgfSkge1xcbiAgICAgICAgY29uc29sZS5sb2coYFJlcXVlc3QgJHtyZXF1ZXN0LnVybH0gZmFpbGVkIHRvbyBtYW55IHRpbWVzLmApO1xcbiAgICB9LFxcbn0pO1xcblxcbi8vIFJ1biB0aGUgY3Jhd2xlciBhbmQgd2FpdCBmb3IgaXQgdG8gZmluaXNoLlxcbmF3YWl0IGNyYXdsZXIucnVuKFsnaHR0cHM6Ly9uZXdzLnljb21iaW5hdG9yLmNvbS8nXSk7XFxuXFxuY29uc29sZS5sb2coJ0NyYXdsZXIgZmluaXNoZWQuJyk7XFxuXFxuYXdhaXQgQWN0b3IuZXhpdCgpO1xcblwifSIsIm9wdGlvbnMiOnsiYnVpbGQiOiJsYXRlc3QiLCJjb250ZW50VHlwZSI6ImFwcGxpY2F0aW9uL2pzb247IGNoYXJzZXQ9dXRmLTgiLCJtZW1vcnkiOjQwOTYsInRpbWVvdXQiOjE4MH19.kt3UXVDBPuO5BGjh8ZGuYNiKR_W8ilbU9XBQeJvrZFs&asrc=run_on_apify)

import { Actor } from 'apify';  
import { PlaywrightCrawler } from 'crawlee';  
  
await Actor.init();  
  
*// Create an instance of the PlaywrightCrawler class - a crawler*  
*// that automatically loads the URLs in headless Chrome / Playwright.*  
const crawler = new PlaywrightCrawler({  
 launchContext: {  
 *// Here you can set options that are passed to the playwright .launch() function.*  
 launchOptions: {  
 headless: true,  
 },  
 },  
  
 *// Stop crawling after several pages*  
 maxRequestsPerCrawl: 50,  
  
 *// This function will be called for each URL to crawl.*  
 *// Here you can write the Playwright scripts you are familiar with,*  
 *// with the exception that browsers and pages are automatically managed by the Apify SDK.*  
 *// The function accepts a single parameter, which is an object with a lot of properties,*  
 *// the most important being:*  
 *// - request: an instance of the Request class with information such as URL and HTTP method*  
 *// - page: Playwright's Page object (see https://playwright.dev/docs/api/class-page)*  
 async requestHandler({ request, page, enqueueLinks }) {  
 console.log(`Processing ${request.url}...`);  
  
 *// A function to be evaluated by Playwright within the browser context.*  
 const data = await page.$$eval('.athing', ($posts) => {  
 const scrapedData = [];  
  
 *// We're getting the title, rank and URL of each post on Hacker News.*  
 $posts.forEach(($post) => {  
 scrapedData.push({  
 title: $post.querySelector('.title a').innerText,  
 rank: $post.querySelector('.rank').innerText,  
 href: $post.querySelector('.title a').href,  
 });  
 });  
  
 return scrapedData;  
 });  
  
 *// Store the results to the default dataset.*  
 await Actor.pushData(data);  
  
 *// Find a link to the next page and enqueue it if it exists.*  
 const infos = await enqueueLinks({  
 selector: '.morelink',  
 });  
  
 if (infos.processedRequests.length === 0) console.log(`${request.url} is the last page!`);  
 },  
  
 *// This function is called if the page processing failed more than maxRequestRetries+1 times.*  
 failedRequestHandler({ request }) {  
 console.log(`Request ${request.url} failed too many times.`);  
 },  
});  
  
*// Run the crawler and wait for it to finish.*  
await crawler.run(['https://news.ycombinator.com/']);  
  
console.log('Crawler finished.');  
  
await Actor.exit();